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ABSTRACT OF THE DISSERTATION

Methods for Mining Important User-Generated Contents and Behaviors From Online
Platforms

by

Risul Islam

Doctor of Philosophy, Graduate Program in Computer Science
University of California, Riverside, December 2021

Dr. Michalis Faloutsos, Chairperson

How effectively can we extract useful information from online platforms? Our work is

motivated by the observation that online platforms, such as security forums, gaming forums,

and software archives, hide significant and useful information. We argue that mining this

information can greatly benefit security analysts as it can reveal trends, patterns of behavior,

emerging threats, and even malicious actors. This thesis spans three interrelated problems

in this space. First, we address the problem of how we can identify interesting activities in

a forum for which we have no prior knowledge. We develop a systematic tensor-based tool

to identify “events”, defined in a three-dimensional space of users, threads, and time. A key

novelty is that we let the forum “reveal” the events of interest in an unsupervised manner,

while we empower the tech-savvy end-users to easily tune some parameters to influence their

focus if so desired. Second, we propose a novel method to expand the tensor decomposition

approach to reveal a hierarchical structure from the multi-modal data in a self-adaptive

way. So far, current tensor decomposition-based algorithms extract a flat clustering from

the multi-modal data. We apply our hierarchical method on real data from six online forums,
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which leads us to many interesting findings which validate the value of our approach. Third,

we turn our attention to software archives that seem to harbor significant hacker activity

with thousands of publicly available malware repositories. The goal is to understand the

collaboration dynamics of the hackers and follow their footprints across forums as well. In

our thesis, we use the data from four security forums, one gaming forum, and one software

archive with 50K users, 60K threads, 150K posts, 8.5K repositories spanning over 5 years.

We show that our approaches are powerful, as they are able to identify: (a) interesting

communities of users, (b) meaningful hierarchies of communities and events, and (c) several

tight-knit groups of hackers that collaborate on malware projects. For example, we identify

some real events like ransomware outbreaks (55 users, 86 threads, December 2015, February

2016), the emergence of a black-market of decryption tools (34 users, 12 threads, February

2016), and romance-enabled scamming (82 users, 172 threads, March 2018). To maximize

the impact of our work, we intend to make our tools and our datasets publicly available

as a tangible contribution to the research community. In conclusion, we believe that our

approaches and tools constitute important steps towards automated capabilities for shifting

through the wealth of information in online platforms efficiently and effectively.
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Chapter 1

Introduction

“How can a 17 year old kid from Florida [2] be reportedly the mastermind behind

the recent hacking of Twitter?” This question is part of the motivation behind this work.

The security community has a fairly limited understanding of malicious hackers

and their interactions. As a result, security practitioners do not really know their “enemy”.

On the one hand, the hacker community is fairly wide encompassing curious teenagers,

aspiring hackers, and professional criminals. On the other hand, the hackers are surprisingly

bold in leaving a digital footprint, if one looks at the right places in the Internet. For

example, there are various online forums, where hackers not only boast of their successes,

but also share various hacking related information. We observe that online platforms,

such as security forums, gaming forums, and software archives hide significant and useful

information.

It turns out that security forums contain a wealth of information that currently re-

mains unexplored. Online security forums have emerged as a platform where users generally
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initiate a discussion about their security-related issues. These forums aggregate valuable

information in an unstructured way and initial work argues for a wealth of useful infor-

mation: emerging threats and attacks, promotion of hacking skills, and technical tutorials.

Apart from security forums, popular and public software archives, such as GitHub harbor

malware authors, who create publicly-accessible malware repositories [144]. Hackers tend

to collaborate among themselves to develop functional hacking tools. Sometimes they share

these tools in online forums as well. We argue that mining the important and impactful

information from online forums and software archives can greatly benefit security analysts

as it can reveal trends, patterns of malicious behavior, emerging threats, and even malicious

actors.

Therefore, the question that we answer in this thesis is: “How effectively can we

extract useful information from online platforms?” To answer the above-mentioned main

question, we answer the following three sub-questions basically. (a) “How can we identify

major events of interest in a forum in an unsupervised fashion?”, (b) “How can we expand

the tensor decomposition to reveal a hierarchical structure of the multi-modal data in a

self-adaptive way?”, and (c) “How can we begin to understand the ecosystem of malicious

hackers based on their online footprint?”. The input for all these sub-problems is the online

platform data (forum data and GitHub repository data). The desired outputs are as follows:

(a) the key events that capture the main activity in the forum and could be of interest

to a security analyst. For example, a security analyst would want to identify outbreaks

of attacks, the emergence of new technologies, groups of hackers with tight and focused

interests, and underground black markets of hacking services. (b) identified clusters and
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their potentially hierarchical structure present in the data. And (c) the influential hackers

and their collaborative behaviors.

We face several challenges in this thesis. First, the data is unstructured because we

are dealing with user-generated contents. There is a lot of “noise”, lack of structure, and an

abundance of informal and hastily written text. Second, we want to solve the sub-problems

in an unsupervised way: we want the security forums “tell” us its events of interest. And,

finally, evaluation is hard because of lack of ground truth.

There is limited work for the problems as defined above. We can group prior

efforts into two main families: (s) studies on online forum, (b) studies on GitHub. In

online forum related studies, we are not aware of any work that utilizes the power of tensor

decomposition and proposes a tool to systematically identify the important events and

profile them using NLP. Also, despite the vast literature on tensor decomposition, we are not

aware of any work that fully explores the hierarchical tensor decomposition and discover the

hierarchical patterns from online forums. Most of the previous works on online forums focus

on identifying emerging topics and threats [52, 137]. Other efforts report malware activity,

focusing on hacking events, and much less, if at all, on the ecosystem of hackers [149, 151].

In GitHub related studies, we are not aware of a study that systematically profiles the

dynamics of the online hacker ecosystem, and especially one considering software archives.

Most of the previous efforts on GitHub follow a software-centric view or study GitHub at

large without focusing on malware [23, 22, 19, 146]. We elaborate on previous works later.

The key contributions in this thesis are as follows. First, we let the forum “re-

veal” the events of interest in an unsupervised manner, while we empower the tech-savvy
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end-users to easily tune some parameters to influence their focus if so desired. Second, we

propose a novel method to expand the tensor decomposition approach to reveal a hierar-

chical structure from the multi-modal data in a self-adaptive way. Third, we unveil the

collaboration dynamics of the hackers in GitHub and follow their footprints across forums

as well.

Our key results are summarized in the following points.

(a) We identified a total of 68 interesting events from a total of 52 clus-

ters. We find that 83% of our identified clusters revolve around interesting events and each

cluster shows high intra-cluster thread similarity, as validated by experts, crowdsourcing,

and other methods.

(b) We extract meaningful “hierarchical” clusters corresponding to real

life events. For example, one cluster from a forum discusses about Android malware

which is then further divided into Android Version 5 malware cluster and Android Version

7 malware cluster.

(c) We identify a group of 1.7% of influential malicious authors and 30

professional hackers from GitHub. They are responsible for: (i) generating influential

repositories, and (ii) providing the social backbone of the malware community.

We develop a systematic suit of mining capabilities for studying user-generated

contents in online platforms. Our tools are capable of identifying (a) influential hackers,

(b) their alarming activities, (c) communities of collaborating hackers, and (d) their cross-

platform interactions. Follow up research can expand on our work to develop preemptive

security initiatives, such as: (a) monitoring hacker activity, (b) detecting emerging trends,

4



and (c) identifying particularly influential hackers towards safeguarding the Internet. We

believe that our methods can be seen as a great foundation to mine the wealth of information

that exist in online platforms.
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Chapter 2

Dataset

Our work focuses on user-generated data from online forums and uses data from

GitHub, the largest software archive with roughly 30 million public repositories. We briefly

describe the dataset below.

2.1 Online forum data

We utilize data that we collect from four security forums: Wilders Security, Offensive

Community, Hack This Site, Ethical Hackers and from one gaming forum: Multi-Player

Game Hacking Cheats (MPGH) [129]. In these forums, users initiate discussion threads in

which other interested users can post to share their opinion.

For completeness, we start with some terminology. Each thread has a title and is

started by its first post, and we refer to subsequent posts as comments. The duration of a

thread is defined by the time difference between the first and last post of that thread. The

active days for a forum are the number of days when the dataset contains at least one post.
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Each tuple in our dataset maintains the following format, F :=(forum ID, thread ID, post

ID, username, date, and post content). We provide a brief description of our forums below,

and an overview of key numbers in Table 2.1.

a. OffensiveCommunity (OC): As the name suggests, this forum contains

“offensive security” related threads, namely, breaking into systems. Many posts consist of

step by step instructions on how to compromise systems, and advertise hacking tools and

services.

b. HackThisSite (HTS): As the name suggests, this forum has also an attacking

orientation. There are threads that explain how to break into websites and systems, but

there are also more general discussions on cyber-security.

c. EthicalHackers (EH): This forum seems to consist mostly of “white-hat”

hackers, as its name suggests. However, there are many threads with malicious intentions

in this forum.

d. WildersSecurity (WS): The threads in this forum fall in the grey area,

discussing both “black-hat” and “white-hat” skills.

e. Multi-Player Game Hacking Cheats (MPGH): MPGH is one of the

largest online gaming communities with millions of discussions regarding different insider

tricks, cheats, strategy, and group formation for different online games. The dataset was

collected for 2018 and contains 100K comments of 37K users [133].
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Forum Users Threads Posts

Offensive Comm. 5412 3214 23918

Ethical Hacker 5482 3290 22434

Hack This Site 2970 2740 20116

Wilders Security 3343 3741 15121

MPGH 37001 49343 100007

Table 2.1: Statistics of our five online forums.

2.2 GitHub data

GitHub platform enables software developers to create software repositories in order to

store, share, and collaborate on projects and provides many social-network-type functions.

We define some basic terminology here. We use the term author to describe a

GitHub user who has created at least one repository. A malware repository contains mali-

cious software and amalware author owns at least one such repository. Users can star, watch

and fork other malware repositories. Forking means creating a clone of another repository.

A forked repository is sometimes merged back with the original parent repository, and we

call this a contribution. Users can also comment by providing suggestions and feedback to

other authors’ repositories.

We use a dataset of 7389 malware authors and their related 8644 malware reposito-

ries, which were identified among 97K repositories in our prior work [144]. This is arguably

the largest malware archive of its kind with repositories spanning roughly 11 years. These

repositories have been identified as malicious with a very high precision (89%). Note that

the queries with the GitHub API, which were used in the data collection, return primary or

non-forked repositories. A discussion on the process, accuracy, and validity of the dataset

can be found in the original study [144].
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For each malware author in our dataset, we have the following information: (a) the

list of the malware repositories created by her, and (b) the list of followers. For each malware

repository, we have the lists of users, who: (a) star, (b) watch, (c) fork, (d) comment, or

(e) contribute to the repository.

Repository metadata. Each repository is also associated with a set of user

generated fields, such as title, readme file, description. We can use this metadata to ex-

tract information about the repository. We leverage our earlier work where we discuss the

processing of this metadata in more detail [144].

For a given repository, a security expert would want to know: (a) the type of

malware (e.g. ransomware and keylogger), and (b) the target platform (e.g. Linux and

Windows). For this, we define two sets of keywords: (a) 13 types of malware, S1 and (b)

6 types of target platforms, and S2. Fig. 5.6 provides a visual list of these two sets of

keywords. We define the Repository Keyword Set, Wr, for repository r, as a set consisting

of the keyword sets S1 and S2 that are present in its metadata. Clearly, one can extend

and refine these keyword sets, to provide additional information, such as the programming

language in use, which we will consider in the future. Note that our earlier work provides

evidence that using this metadata as we do here can provide fairly accurate and useful

information [144].
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Chapter 3

TenFor: A Tensor-Based Tool to

Extract Interesting Events from

Security Forums

3.1 Introduction

Security forums contain a wealth of information that currently remains unexplored. Online

security forums have emerged as a platform where users generally initiate a discussion

about their security-related issues. These forums aggregate valuable information in an

unstructured way and initial work argues for a wealth of useful information: emerging

threats and attacks, promotion of hacking skills, and technical tutorials. Discussions around

these topics at one or more points in time often involve a large number of users and threads,

and we can think of them as important events in the life of the forum.
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Figure 3.1: StoryLine View: a user-friendly visualization of a cluster summary with our TenFor tool.
We present one of the identified clusters, which captures the emergence of SimpleLocker ransomware
from the Offensive Community forum.

How can we identify major events of interest in a forum in an unsupervised fash-

ion? The input is a forum, and the desired outputs are the key events that capture the

main activity in the forum and could be of interest to a security analyst. For example, a

security analyst would want to identify outbreaks of attacks, the emergence of new tech-

nologies, groups of hackers with tight and focused interests, and underground black markets

of hacking services. The challenges are that the information is unstructured and that we

want to do this in an unsupervised way: we want the forum to tell us its events of

interest.

Mining security forums has received relatively little attention and only recently.

We can identify three main categories of related efforts: (a) security forum studies, (b)

analysis of blogs, social media, and other types of forums, and (c) tensor-based mining

approaches. We discuss these efforts in Section 3.5.
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As our key contribution, we propose, TenFor, a systematic tensor-based approach

and tool to identify important events in an unsupervised way in a forum. Our approach

operates at the three-dimensional space of (a) users, (b) threads, and (c) time. Our method

consists of three main steps: (a) clustering using a tensor decomposition, (b) profiling

using both content and behavioral metrics, and (c) investigating using an automated, but

customizable, method to capture the dynamics of the cluster and provide an interpretable

view.

We can summarize the novelty of our approach in terms of techniques and features

as follows: (a) it operates in an unsupervised way, (b) it adapts and combines tensor-based

clustering, behavioral profiling, and NLP methods, (c) it is user-friendly by being parameter-

free with optional user-specified “knobs” that can adjust the granularity and information

detail of the results, and (d) it provides visual and intuitive fingerprints of the events of

interest. All these capabilities are further discussed later.

Overall, an end-user can obtain the following results: (a) the most dominant

clusters in the lifespan of the forum, (b) profiling information about these clusters including

key users, key threads, key dates, and key topics and keywords, (c) optional labeling of the

clusters using user-specified keywords. Visually, the results can appear in a StoryLine View

or a Table View as shown in Fig. 3.1 and Table 3.3 respectively.

In our evaluation, we apply TenFor on three security forums and one gaming forum

with a total of 54000 users. We find that 83% of our identified clusters revolve around

interesting events and each cluster shows high intra-cluster thread similarity, as validated

by experts, crowdsourcing, and other methods. Our approach also compares favorably with
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previous approaches [155, 6] leveraging the power of tensor decomposition to strike the

balance between size and number of clusters.

Going beyond security forums. Although we focus primarily on security fo-

rums here, TenFor can be used on other types of forums. As a proof of this, we apply

our approach on an online gaming forum and find interesting activities, including revenge

hacking and romance scamming, as we discuss later.

The overarching vision. As a tangible contribution, we develop a powerful

user-friendly platform that will be useful to both researchers, and industry practitioners.

Our ambition is to make this platform a reference tool for forum analysis and inspire subse-

quent research and development.1 The proposed hands-free event extraction is a significant

capability: we let the forum to tell us what are the key activities of interest, namely “tak-

ing the pulse” of the forum. This can enable practitioners to shift through a large number

of forums of interest efficiently and effectively. In the future, we will extend our tool by

providing additional user-centric and content-centric capabilities.

3.2 Datasets

We apply our method on four forums in our archive, which consists of three security forums:

Offensive Community (OC), Ethical Hacker (EH), Hack This Site (HTS), and one online

gaming forum: Multi-Player Game Hacking Cheats (MPGH) [154].
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Figure 3.2: Overview of the TenFor approach and its steps: Step 1: Cluster; Step 2: Profile; Step 3:
Investigate.

3.3 Our Approach

We present, TenFor, a tensor-based multi-step approach, that identifies events and activ-

ities in an unsupervised way. Fig. 3.2 provides the architecture of the platform. The

Control module communicates with Interface and Database modules. The algorithmic core

is provided by the Tensor Decomposition, Content Profiling, Behavioral Profiling, and In-

vestigation modules.

We present an overview of TenFor, which works in 3 steps: a) clustering via tensor-

based decomposition, b) cluster profiling, and c) cluster investigation as shown in Fig. 3.2.

1Sample code: https://github.com/RisulIslam/TenFor
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Figure 3.3: Visualization of tensor decomposition.

Automated operation with optional user control. A key design principle

of our approach is to operate parameter-free, and at the same time, provide the end-users

with “knobs” for obtaining results of interest. Naturally, a savvy end-user can exert even

more control by specifying algorithmic parameters with well-defined APIs, especially in the

tensor decomposition, which we discuss below. We revisit these parameters at the end of

this section.

3.3.1 Step 1: Tensor-based clustering

We provide an overview of the challenges and algorithmic choices in our approach, starting

with an introduction to tensors and tensor decomposition.

Tensors and decomposition. A d-mode tensor [91] is a d-way array (here we use

d = 3). So, we call I × J ×K tensor a “3-mode” tensor where “modes” are the fixed number

of indices to index the tensor; for us the “modes” being the user (U), thread (T), and weekly

discretized time (W). Each 3D element of the tensor, X(i,j,k), captures the total number of

interaction (in terms of #comments) of user i in thread j at discretized week k or zero in
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the absence of such interaction. In a decomposition, we decompose a tensor into R rank-one

components, where R is the rank of the tensor, as shown in Fig. 3.3. That means tensor is

factorized into a sum of rank-one tensors i.e. a sum of outer products of three vectors (for

three modes): X ≈
∑r=R

r=1 U(:, r) ◦ T (:, r) ◦W (:, r) where U ∈ RI×R , T ∈ RJ×R, W ∈ Rk×R and the

outer product is derived by (U(:, r) ◦ T (:, r) ◦W (:, r))(i, j, k) = U(i, r)T (j, r)W (k, r) for all i, j, k.

Each component represents a latent pattern in the data, and we refer to it as cluster. For

example, one such cluster in OC represents a group of 29 users that are active in the first

weekends of July 2016 and discuss “multi-factor authentication failure” in a group of 72

threads. Each cluster is defined by three vectors, one for each dimension, which show the

participation strength of each element for that cluster. Typically, one considers a threshold

to filter out elements that do not exhibit significant participation strength, as we discuss

later.

We need to address the following challenges to make the tensor decomposition

work well in our domain.

a. What is the ideal number of components to target in the decomposition? To

answer this question, we use the AutoTen method [131] and find the rank (R) of the tensor,

which points to the ideal number of clusters to be decomposed into. AutoTen uses the

Core Consistency Diagnostic metric in CP ALS and CP APR to find two probable ranks and

finally chooses the max rank for the decomposition. So, the final rank, R, of a tensor is

computed as follows: R = max(RCP ALS, RCP APR).

b. How can we decompose the tensor? We use the Canonical Polyadic or CAN-

DECOMP/ PARAFAC (CP) decomposition to find the clusters. The factorization may
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contain negative numbers in the decomposed components whereas our strategy of captur-

ing the interaction between users and threads at different times is inherently non-negative.

We can achieve the non-negative factorization by adding the non-negative constraint in CP

decomposition.

c. How can we strike a balance on cluster size? Each cluster is defined by three

vectors (user, thread, and time), whose lengths are equal to the dimensions of the tensor

as shown in Fig. 3.3. We need a threshold to determine significant participation in the

cluster, which is a common practice for (a) avoiding unreasonably dense clusters [150], (b)

enhancing interpretability, and (c) suppressing noise. So, the challenge is to impose this

sparsity constraint and eliminate the need for ad-hoc thresholding to find the clusters with

only significant users, threads, and times. Our solution is to add L1 norm regularization

with non-negative CP decomposition. L1 regularization pushes the small non-zero values

towards zero. Therefore, for each vector, we filter out the zero-valued elements and produce

clusters with significant users, threads, and weeks only. In this way, we can eliminate the

noisy users, threads, and weeks having the least significant contributions in the forum. The

final model that we use for finding the clusters looks like this:

min
U≥0,T≥0,W≥0

∥X −D∥2F + λ(
∑

i,r |U(i, r)|+
∑

j,r |T (j, r)|+
∑

k,r |W (k, r)|) where λ is the sparsity reg-

ularizer penalty (set to 1) and D =
∑

r U(:, r) ◦ T (:, r) ◦W (:, r). To find the clusters, we solve

the above equation. Since the equation is highly non-convex in nature, we use the well-

established Alternating Least Squares (ALS) optimizer as the solver. An example of a

cluster after filtering is shown in Fig. 3.4 and is further discussed in Section 3.4.
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Figure 3.4: An example of a cluster (28 Users, 70 Threads, 6 Weeks) from OC. The intensity in each
vector helps us identify users, threads and time intervals that are “important” for the cluster.

3.3.2 Step 2: Profiling the clusters

Having obtained the clusters, we propose to use content-based and behavior-based profiling

to provide information and context for each cluster.

Step 2.1. Content-Based Profiling: We propose to profile clusters using con-

tent with the aid of two interconnected steps.

a. Cluster characterization: We identify the top N keywords using TF-IDF

from the first post of each thread in each cluster. Prior work argues that the first post of a

thread captures the focus of the thread [52]. We use the term cluster keywords to refer to
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this set of words. These keywords can already provide a feel for the nature of the cluster,

but we also use more sophisticated techniques in the next step.

b. Cluster labeling: We give the end-user the ability to define classes of interest

that we then use to label the clusters. For ease of use, the end-users can define a class by

providing a bag of words. To label the clusters, we compare these bags of words with the

cluster keywords from the previous step.

To demonstrate this capability, we start with a group of classes that would be

of interest to a security analyst. Specifically, we adopt the following classes of interest

from prior work [52], which defines four types of threads: Announcement type (A)

where people announce news and events, including hacking achievements and cyber-attacks;

Product type (P), where people buy or sell hacking services and tools; Tutorial type

(T), where users post tutorials on how to secure or hack into systems; and, General

Discussion type (G), which is the category for all threads not in the above categories.

We then calculate how “relevant” each cluster is to each class type. For consistency,

we have adopted the same definitions for these categories as the aforementioned work. To

do this, we compute the Jaccard Similarity between the cluster keywords and the keywords

that define each class type. We label the cluster as A, T, P, G type based on the highest

Jaccard Similarity score. A cluster can be labeled as Mix type if the similarity scores of

different types are within a close range (defined as ±0.02).

Step 2.2. Behavior profiling: To provide more information per cluster, we use

behavioral properties, which capture how users and threads interact with each other over

time. We provide the following groups of capabilities and plots to the end-users:
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a. Basic Distribution plots of metrics of the clusters in a forum, such as the

distribution of #users, #threads, #active days etc. per cluster of the forum.

b. Scree-plots of metrics of clusters, which capture the pair-wise relationships

of different metrics of clusters, such as #threads vs #users, % of active days vs duration

(defined as the time difference between the last and the first post of the cluster) for each

cluster of the forum as shown in Fig. 3.5 and 3.6.

c. Heat map visualizations of the clusters and the relative strength of their

behavioral metrics. Currently, we use ten behavioral metrics that include the average (over

the cluster): average post length per user, number of threads initiated per user, comment

to thread participation ratio of the users, number of comments per user, number of active

days of the threads etc. We normalize the values of the averaged metrics and present the

behavioral profiles using a heat-map-style plot as we show, and discuss later, in Fig. 3.7.

The visual depiction helps an analyst to quickly gauge the behavioral profile of

the clusters and spot differences. Also, we expand this functionality by developing an

automated capability to report the anomalous cluster/s using standard DBScan anomaly

detection algorithm [159] in these profiles. We discuss the findings in Section 3.4.

3.3.3 Step 3: Investigation of clusters

We develop a suite of capabilities that can help automate an in-depth investigation of the

clusters coming from the previous steps. Although this can be done manually, the goal is

to make the life of an analyst easier. Our platform provides the user with well-organized

and easily accessible information trying to strike the balance between being informative

and intuitively interpretable. Moreover, we develop two ways so that the end-users can
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summarize the clusters: (i) StoryLine View, and (ii) Table View. These views help the

end-users gauging through the clusters very quickly.

Step 3.1. Creating the StoryLine View: We develop a systematic and,

arguably, more interpretable method to capture the essence of a cluster by highlighting

the k most indicative threads in a non-decreasing temporal order as shown in Fig. 3.1. To

accomplish this, we follow the process described below.

Identifying the important threads for the cluster is calculated in the following

stages. In stage one, we find an extended list of topics, Text, for the whole cluster. To do

this, we use the commonly-used LDA Bag-of-Words model [157], and we focus on the titles

of the threads in the cluster threads because the titles provide a compact and meaningful

summary of the threads. In stage two, we calculate the relevance scores of each thread with

respect to each topic t ∈ Text. We associate each thread with the topic with the highest

relevance score. In stage three, we find the most representing topics, Tdom, of the cluster.

To achieve this, we find the distribution of the number of threads per topic in the decreasing

order and from there we choose the list of dominant topics, Tdom, which we define as the

minimum number of topics that represent at least “thread threshold”, Thdom=70%(default)

of the threads. In stage four, we identify the top most relevant threads based on their

relevance score for each of the dominant topics in Tdom. We then present them in a non-

decreasing temporal order as shown in Fig. 3.1. Note that the parameter has a default value

of 5, but the end-user can adjust it to her liking. Here, we focus on the titles as we want

to have the title of thread “tell the story” in a visceral and intuitive way for the end-users.

In the future, we will consider the text of the whole thread to find topics.
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Step 3.2. Creating the Table View: We provide an alternative way to view all

the clusters in the forum in a way that puts emphasis on key authors and key threads. This

Table View can provide compact event summarization and key entities in each cluster. We

argue that this may be appealing for a different type of analysis. Table 3.3 demonstrates

the Table View that we provide. In our platform, we have clickable links that one can follow

to investigate these entities of interest providing an interactive capability. We now present

the generation of the columns of Table 3.3.

a. Identifying important entities: users, threads, and time intervals.

We propose a method to identify the most dominant users, threads, and time periods,

where significant activity takes place and populate the columns 4, 5, and 6 in Table 3.3.

Specifically, we propose to identify the top k entities from each cluster, where k ≥ 1 with

the default being k=3. We use the factorized vectors to gauge the “importance” of an

entity in a cluster as shown in Fig. 3.4. The green boxes show the entities with the highest

“Participation Strength”. From each of the top k weeks, we also report the most active day

in terms of the highest #post made in that week.

Note that the parameter k can be modified by the end-user to adjust to her pref-

erence or type of investigation.

b. Representing the nature of the cluster in Table View: We present

another way to capture the essence of a cluster, which we provide as text in the last column

of Table 3.3. Obviously, there are many ways to achieve this. We opt to report the most

dominant topics, Tdom, per cluster which is a common practice to represent and interpret

events [160, 114]. We have already discussed a method to identify the dominant topics
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Forum
Filtered Enti-
ties in clusters

#
Clus-
ter

# Cluster
per Type

Type
A (%)

Type
T (%)

Type
P (%)

U Th W A T P Mix/G U Th U Th U Th

OC 1086 2505 107 25 7 5 5 8 5.7 21.2 5.1 14.3 3.8 14.3

HTS 196 676 59 12 3 3 3 3 1.5 7.9 2 3.7 1.6 3.7

EH 315 424 82 15 3 6 2 4 1.1 2.3 2.8 2.2 0.6 1.3

Table 3.1: Properties of the clusters in OC, HTS and EH. Here U=user, Th=thread, W=weeks and
the percentage of users, threads in a particular type of cluster is based on total number of users,
threads in each forum.

above, which can be provided in the final column in Table 3.3. Note that in Table 3.3, we

start from the dominant topics, but reconstruct the events within each cluster to provide

more context to the readers.

The optionally tunable parameters of TenFor: TenFor can operate without

any user input, but we expose the following parameters to a savvy user who wants to exper-

iment, which we list here along with their default values: (a) temporal granularity: week,

(b) size of the cluster keywords N: 50, (c) cluster labels: A, T, P, G/Mix as defined here,

(d) thread threshold for dominant topic Thdom=70%, (e) #relevant threads in StoryLine

View Rt: 5, and (f) #top entities in Table View k: 3.

3.4 Results and Evaluation

We apply our method on four forums in our archive discussed in Section 3.2. We discuss

the output of each step of TenFor for three security forums below.
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Figure 3.5: Scree plots of #users vs #threads in A, T, P, Mix/G type clusters of HTS.

3.4.1 Step by step output provided by TenFor

Step 1. We do a tensor decomposition for each forum. We provide an overview of the

results of our decomposition in Table 3.1. Note that we opt to use week as the unit of time,

but we experimented with days and months. Since we want to capture events, a week seems

to strike a good balance between a day, and a month, which could be too short and too

long respectively. We find the target number of clusters with the method described earlier.

We get a total of 52 clusters from all three forums of which 25 clusters from OC, 12 clusters

from HTS, and 15 clusters from EH. Note that we did experiment with more clusters than

the ideal number, but that yielded extremely small clusters (e.g. 2 users, 3 threads, 1 week).
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Figure 3.6: Scree plots of % of Active Days vs Duration in A, T, P, Mix/G type clusters of OC.

Step 2a. Content-based profiling and labeling. We use the A, T, P, or

Mix/G labels, which we defined earlier. We set the # cluster keywords, N=50. Note that

we report Mix and G types together here for the ease of presentation.

An overview of the clusters and their properties for all three forums is presented

in Table 3.1. Specifically, we find the following distribution of clusters: (a) 26% of the

clusters correspond to real security events, such as attacks, (b) 22% of them repre-

sent black market communities for malware tools and services, and (c) 32% of them

represent security tutorials, events, and communities, with most tutorials sharing

malware and penetration techniques.

Step 2b. Behavior profiling. We provide the functionality to profile clusters

based on their activity and dynamics. Apart from providing a general understanding, the
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Figure 3.7: Behavioral profiling of the clusters from OC: x-axis is different behavioral features, and
y-axis is cluster IDs. Case-study: Cluster 19 has a unique feature intensity profile.

analysis can help us spot outliers, which the end-users can investigate in Step 3 and have a

summarized view of the clusters.

First, our TenFor platform provides some basic distribution plots, scree plots, and

a heat map of the behavioral-based profile for each cluster, as described earlier. Due to

space limitations, we only show two indicative scree plots in Fig. 3.5 and 3.6. In Fig. 3.5

for HTS, the black-circled cluster at the top is an A cluster, where just 15 people participate

in a comparatively huge number of 145 threads. Upon further inspection, they are a group

of hackers boasting about their hacking success. Some indicative cluster keywords of this

cluster are hack, brag, success, breach etc.
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Similarly, in Fig. 3.6 for the OC forum, the encircled clusters exhibit continuous

activity: the Percentage of Active Days over the Duration of the cluster is more than 90%!

This is an indication of an “urgency” in the cluster when compared with the typically lower

Percentage of Active Days. This urgency is amply illustrated by cluster 9 (22 users, 60

threads): users talk about “strike week”, during which the government attacked organized

cyber-crime in the second half of March 2015. Strike week created frantic activity in the

forum at that time.

Finally, we also provide a compact visual behavioral profile for each cluster shown

in Fig. 3.7 for the OC forum. This can convey condensed information to the end-users

visually. For example, cluster 19 (40 users, 88 threads), highlighted with the red box, seems

to have a rare combination of active (dark blue) features. Specifically, these features suggest

that the cluster exhibits high values of (a) average length of the first post of a thread per

user (feature 1), (b) average ratio of #comments to #threads which a user generates or

participates in (feature 3), and (c) average #comments per thread (feature 5). This behavior

of the cluster is aligned with a Tutorial type cluster: (a) the first post is usually long, (b)

tutorials often spark discussions, leading to multiple comments by a user in a thread, and

(c) there are many questions and “thank you” comments in a tutorial thread. Note that

this is also the label that our content-based labeling suggests.

Step 3. We showcase how we can enable a deeper analysis for each cluster with

(a) Table View, and (b) StoryLine View. An example of our Table View is presented

in Table 3.3 where we highlight three selected clusters from each forum and we provide

the information in terms of the type of the cluster, most significant threads, users, and
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dates. The final column is populated with the dominant topics, though here, we provide a

manually-enhanced reconstruction of events for presentation purposes. As explained earlier,

we also present a StoryLine View where we identify the top-k most indicative threads of

the cluster which provides a human-readable thumbprint of the cluster. In Fig. 3.1, we

show such a result that was generated automatically for cluster 7 (34 users, 125 threads)

of the OC forum. We find that one topic, ransomware, represents 81% of the titles. In

default settings, TenFor reports top k=5 titles based on the highest relevance score for the

“ransomware” topic in a sorted timeline fashion. From this StoryLine View, the analyst can

easily come into a conclusion that the cluster actually captures the spread of SimpleLocker.

Therefore, this view is particularly useful for clusters that capture an event or a discussion,

as they can provide the evolution of the event as captured by its most dominant threads.

We discuss 6 of the clusters in Table 3.3 in more detail to show-case the kind of

information that we can gain.

a. Detecting emerging security threats. First, several clusters consist of

events that discuss novel security threats. For example, cluster 7 and 12 of OC revealed the

growing concern of an extensive outbreak of the SimpleLocker ransomware and the RAT

virus respectively. Also, cluster 2 of EH provides a timely warning of the explosive outbreak

of Locky ransomware in Feb 2016.

b. Identifying bad actors and their tools. Our analysis can lead to important

bad actors with Internet-wide reputation. Interestingly, it seems that hackers use their user-

names consistently around Internet forums, possibly enjoying their notoriety. For example,

our analysis (also shown in Table 3.3) leads to the usernames of hackers, “V4ND4l”, “Dra-
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gunman” and “VandaDGod”. A simple Internet search of these usernames quickly leads

to people with significant hacking activities and hacking tutorials on YouTube offered by

them. Furthermore, we find that “VandaDGod” is active in multiple clusters in EH forum.

In July 2019, a hacker group “VandaTheGod” is reportedly accused of defacing dozens of

government sites [33].

3.4.2 Evaluation of TenFor

Evaluating the effectiveness of our approach and tool is inherently difficult due to the open-

ended and subjective nature of the problem. We list our efforts to assess the precision and

recall of our approach by examining the precision and recall to the best of our capabilities.

A. Precision. We present the evidence that our clusters are meaningful using

several different angles. We find that 83% of our clusters revolve around interesting events

and each cluster shows high intra-cluster thread similarity. This is validated by a group

of security experts and further corroborated via crowdsourcing and the REST methodol-

ogy [52].

1. Manual evaluation from domain experts. We use a group of 3 security

researchers to manually investigate all 52 clusters from all three forums. We asked the

experts to (a) assign a score (out of 100) for each cluster based on the topic cohesiveness, and

(b) summarize the important event(s) in each cluster, if they think the topic cohesiveness

score crosses 70. Our experts determined 43 clusters containing 55 significant events based

on the majority vote.

2. Manual evaluation via crowd-sourcing. We recruited nine judges among

graduate students across campus to check the 52 clusters whether they contain noteworthy
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events and assign a similar score per cluster like the domain experts. A key difference is that

our volunteers make their decisions based on 10 randomly selected thread titles from each

cluster. For calibrating their sensitivity, the judges were given two sample clusters before the

evaluation with (a) randomly selected thread titles, and (b) titles from the same topic. Note

that we declare a cluster as cohesive if at least five of the judges assign a topic cohesiveness

score ≥70. The group declared 41/52 clusters (79%) as cohesive containing 56 events. For

52 clusters and 9 judges, we calculate the Fleiss’ kappa score [49], κ = 0.699, which is

substantial enough to come to a significant inter-annotator agreement in our context. In

Table 3.2, we provide an overview of the results above. We argue that each combination

in Table 3.2 columns has its own merit with the intersection being the most strict and the

union being the more inclusive.

3. Assessing the cohesiveness. We corroborate the effectiveness of our content-

based labeling (as A, T, P, G type) and assess the cohesiveness of clusters in an indirect

way using a state-of-the-art technique, REST [52]. REST follows a thread-centric approach

and labels threads along these four categories focusing on the content of a thread. We

applied REST for every thread in our clusters. We find that 42 clusters have more than

70% threads of the same type according to REST and they also agree with our cluster

label. Note that REST operates at the level of a thread, while we label clusters, which will

inevitably introduce “errors”. Thus, we consider the above matching numbers as a good

indication for both: (a) the cohesiveness of our clusters, and (b) the accuracy of our labeling

approach. Going one step further, we manually investigated the threads that REST was

not confident enough to label. We randomly selected 200 such threads and found that 81%
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Expert Crowd Expert AND
Crowd

Expert OR
Crowd

REST

83% 79% 71% 88% 79%

Table 3.2: Precision of TenFor: Percentage of clusters declared as interesting and cohesive in our
evaluation.

Forum-
CID

No.
Users

Type Top
Threads

Top
Users

Top
Dates

Events and Explanation

OC-7 34 P 3502,
4843,
4841

S. Pra-
japati
23, Cy-
berseason,
Assassin

Dec 2 & 15
2015, Feb
13 2016

(a) A market of 34 buyer/sellers of
decryption tools against SimpleLocker
ransomware with peaks in Dec 2015
and again in Feb 2016, which mirrors
the outbreak events of SimpleLocker.

OC-8 54 A 2562,
1228,
1234

V4nD4l,
RF,
Pratham

Feb 4, 19,
& 28 2016

A peak is detected when V4nD4L
claimed success in hacking Facebook
in Feb, 2016.

HTS-6 39 T 1125,
234, 6788

Ninjex,
Rajor,
mShred

Apr 7,
Aug 22 &
31 2014

A peak in activities is observed when
Ninjex and mShred shared tutorials
for building hacking tools.

HTS-
12

18 P 3453,
4467,
8901

whacker,
DoSman,
Bhaal

April 10 &
28, May 12
2016

DoSman offered a 30 days free trial
of a DoS attack tool with a peak in
April, 2016.

EH-2 31 A 7263,
8762,
9127

DarkKnight,
Don, Van-
daDGod

Feb 1 & 9
2016, May
15 2017

DarKnight was a victim of Locky ran-
somware in Feb 2016. WannaCry ran-
somware created a huge fuss in May
2017.

EH-6 46 T 1251,
8325,
8338

D3vil,
VandaD-
God

Nov 19 &
24 2017

VandaDGod, a expert Linux hacker,
shared a popular tutorial series of
hacking in Kali Linux in Nov 2017.

Table 3.3: Investigating nine clusters identified by TenFor reveals interesting activities. (CID is the
id of the cluster).

of these threads were aligned with the type of the clusters they were in. Many of these

threads were short, and we suspect that REST did not have enough context to assign a

label.

B. Recall. Quantifying the recall of our approach is even harder. As answering

to “Are we missing important activities and events?” question is harder to prove, we

attempt to argue in favor of our method by providing three types of observations.
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1. Any spike in activity is caught by TenFor. We argue that any event that

creates significant activity involving threads and users will be caught by TenFor. To provide

evidence, we find the top 20 weeks of high activity (in # posts), and the top 50 active users

and threads (in # posts) in forum OC. We find that 19 out of the 20 most active weeks, 47

out of the 50 most active users, and 46 out of the 50 most active threads are also identified

among the top 5 “performers” in our clusters (k=5 ).

2. Several real-life events are caught by TenFor. TenFor manages to

capture several significant data breach events in the clusters from HTS forum including a)

Sony Pictures, (b) Snapchat, and (c) Slack data breach. Users of security forums tend to

be more interested in malware and ransomware discussions. For example, among the six

most widespread ransomware from 2013-2017 listed in [20], TenFor captured 5 of them in

4 clusters: (a) SimpleLocker(2015-16) event in OC, (b) Locky(2016) and WannaCry(2017)

ransomware event in EH, and (c) CryptoLocker(2014) and Petya(2016) ransomware in OC.

Therefore, we argue that significant real-life events which discussed in the forums extensively

are captured in the clusters.

C. Comparison with state-of-the-art methods. We compare TenFor with

TimeCrunch [155], which identifies temporal patterns in a dynamic graph. This is the

closest state-of-the-art method: our input tensor can be seen as a dynamic bipartite graph.

We argue that TenFor is able to find more and meaningful cluster patterns compared to

TimeCrunch.

Specifically, applying the default parameter-free setting of TimeCrunch, we find a

total of 17 temporal patterns from three security forums, whereas TenFor finds a total of
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52 clusters patterns. First, upon further investigation, we find that 13 of these 17 temporal

patterns are actually present in our identified clusters. TimeCrunch reports only fixed types

of patterns (full/near bipartite core, full/near clique, ranged/constant star etc.) based on

Minimum Description Length (MDL) after encoding the model and the output patterns.

Encoding larger clusters leads to higher MDL cost, which may be why TimeCrunch reports

clusters of smaller sizes. TenFor does not consider any fixed types of pattern types and

leverages the power of tensor decomposition. Furthermore, we observe that all 17 clusters

are small in size (less than 21 users), compared to the TenFor cluster sizes (as much as

228 users). It seems that TimeCrunch does not identify larger clusters- probably can not

“summarize” efficiently and, therefore, does not identify the interesting larger clusters.

We also compare TenFor with a widely-used community finding algorithm for

Weighted Bipartite Network (CFWBN) [6]. This approach operates on the user-thread

space and identifies a total of 771 bipartite communities from all three forums. However,

we find 91% of these clusters are small, with ≤ 3 users, and only 35 communities start

becoming substantial with ≥ 5 users. We argue that this large number of communities and

the absence of time dimension make a follow-up investigation harder for the end-users.

In conclusion, TenFor strikes a balance between reporting too many and too few

meaningful clusters compared to previous other methods. Additionally, it provides the

end-users with key actors and a timeline of key events in an informative visualization.

D. Generalizability. We wanted to see if our approach would work equally well

on different types of online forums of larger size. For this reason, we apply our method

on our online gaming forum, MPGH, discussed in Section 3.2. Applying TenFor on this
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forum, we find 41 clusters with a total of 1.3K users and 3K threads. Apart from finding

clusters related to gaming strategy, and tricks for different popular online games, we also

find several cyber-crime related activities even in this gaming forum! We highlight the

indicative findings below.

(a) Scamming and cheating. Interestingly, the biggest cluster with 300 users and

400 threads is focused solely on scamming. The key perpetrators are reported to be Nigerian

scammers and a well-known scamming company, “iYogi”.

(b) Romance scamming. We identify a sudden emergence of “romance scamming”

reports in the mid of August 2018. Apparently, scammers engage in online games, connect

with other players, and win their affection and trust, which they use for monetary gain [24].

(c) Hacking for hire. Another surprising behavior is the search for a hacker to

exact revenge on a gaming rival, as captured in a cluster with 69 users and 119 threads.

E. Computational effort. The computation required by TenFor is not excessive.

The average runtime for preparing the final StoryLine View of the biggest forum with 100K

posts, MPGH, takes only 4.35 minutes on average. Our experiments were conducted on

a machine with 2.3GHz Intel Core i5 processor and 16GB RAM. We use Python v3.6.3

packages to implement all the modules of TenFor. We believe that the runtime can be

reduced to seconds if we use more powerful hardware. These results suggest that TenFor

scales reasonably well in practice.
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3.5 Related Work

Overall, none of the previous efforts combines: (a) using tensor decomposition, and (b)

extracting events of interest in an unsupervised manner. The most related work to the best

of our knowledge is TimeCrunch [155]. TimeCrunch leverages the MDL principle and is

limited to reporting only six fixed types of temporal patterns. It also does not use tensor

decomposition and does not include a systematic event extraction mechanism like we do

here. We discuss other related works briefly below.

a. Mining security forums: Some recent studies focus on identifying key actors

and emerging concerns in security forums using supervised techniques and NLP by utilizing

their social and linguistics behavior [112]. Some of these works are empirical studies without

developing a systematic methodology. Recent efforts include analyzing the dynamics of the

black-market of hacking services [137], extracting malicious IP addresses reported by users

in security forums [51]. A recent work [52], REST, identifies and classifies threads given

keywords of interest, and we use it to validate our cluster labeling.

b. Mining social networks and other types of forums: Researchers have

studied a wide range of online media such as blogs, commenting platforms, Reddit, Facebook

etc. Some recent works analyze the user behavioral patterns observed in Reddit [166] and

infer information for the users from their activities on Facebook [12] and GitHub [145, 146,

72, 73]. Despite some common algorithmic foundations, we argue that different media and

different questions require novel and targeted methods. Event detection is a broad and

related type of research [160, 63, 84]. A recent work [114] proposes a hierarchical multi-
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aspect attention approach for event detection but does not consider the author and temporal

dimension as we do here.

c. Tensor Decomposition approaches: Tensors is a well-studied area with a

wide range of diverse applications and domains [91] including understanding the multilin-

gual social networks in online immigrant communities [130], community assignment of nodes

in multi-aspect graph [61], and tensor-based community evolution [107]. We are not aware

of any tensor-based event extraction studies for online forums. In our work, we adapted the

CP tensor decomposition [91, 47] and combined it with L1 regularization to filter out the

insignificant entities.

3.6 Conclusion

We propose, TenFor, an unsupervised-learning tensor-based approach to systematically

identify important events in a three-dimensional space: (a) users, (b) threads, and (c)

time. Our approach has three main advantages: (a) it operates in an unsupervised way,

though the user has ways to influence its focus, if so desired, (b) it provides visual and

intuitive information, and (c) it identifies both the events of interest, and the entities of

interest within the event, including threads, users, and time intervals.

Our work is a step towards an automated unsupervised capability, which can allow

security analysts and researchers to shift through the wealth of information that exists in

security forum and online forums in general.
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Chapter 4

RecTen: A Recursive Hierarchical

Low Rank Tensor Factorization

Method to Discover Hierarchical

Patterns from Multi-modal Data

4.1 Introduction

Tensor decomposition has emerged as a powerful analytical tool with a rich variety of

applications, but it focuses on identifying latent clusters without exploring any hierarchical

structure that may exist. Tensors generalize the concept of a 2-dimensional matrix into

multiple dimensions and we use the term modes to refer to these dimensions. On the one

hand, current tensor-based approaches do an excellent job of identifying latent patterns in
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Figure 4.1: Output from RecTen after applying it on “Hack This Site” security forum data. The
inset shows the structure of users and threads that focus on sub-topics of mobile malware, which is
the focus of the parent cluster. Our decomposition also discovers the dates when the clusters are
most active.

the form of soft clusters (an entity can belong to multiple clusters) and have been used

successfully in a wide range of types of data across many disciplines. On the other hand, we

argue that often behaviors and phenomena have an inherent hierarchical structure, which

can provide interesting insights once it is revealed.

Problem: The main focus of this work is a relatively unexplored question: how

can we extend tensor decomposition to identify hierarchies when such hierarchies exist in

the data? We are given a multi-dimensional dataset, and we seek to identify clusters and

their potentially hierarchical structure present in the data. The challenge here is twofold:

(a) we do not know a priori anything about the data, such as the number of clusters or

levels, (b) we want to adapt to different levels of “sensitivity” meaning that different parts

of the data may hide more layers of hierarchy than others. We want to build on the power

of tensor decomposition by expanding it to address the above challenges.
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Formally, we state the problem as follows:

Given a Tensor T , how can we expand the decomposition of T in a recursive

manner into a hierarchy of clusters, Ci? The input is a tensor and the output is a

hierarchy of clusters.

Algorithmically, the problem poses two main challenges: (a) we want to recursively

decompose clusters in each layer of the hierarchy, and (b) we want to identify the right

conditions for terminating this process.

Motivating case-study: What applications would benefit from such a capability?

Apart from being an interesting theoretical problem, we can think of several applications

that could make use of an effective solution. Here we showcase a focused example. A

security analyst wants to identify the origin, evolution, and developer interactions for a

particular malware. The input data is a large number of online security forums where,

surprisingly, emboldened hackers openly sell malicious tools and services, while they boast

of and collaborate on malicious acts [52, 74]. Each forum can be seen as a three-dimensional

tensor with three modes: (a) users, (b) threads, and (c) time. The analyst initially wants a

quick birds-eye view of the group activity of the users on each platform. Subsequently, she

can focus on the threads that contain keywords/discussion of interest and conduct a more

focused analysis, for example, evolution of these group activity in an iterative fashion. Fig.

4.1 provides a real example of the first step described above for the security forum “Hack

This Site”, which reveals the interesting and rich underlying structures with 27 clusters and

4 levels of hierarchy. A non-hierarchical approach would report only one level of detail e.g.
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only the first line of clusters above the green dashed line in the figure. In the Discussion

section, we elaborate further on the motivation and real-world applications of multi-modal

hierarchical clustering.

Despite the vast literature on tensor decomposition, we are not aware of any work

that fully explores the hierarchical tensor decomposition. We can group prior efforts into

three main families: (a) hierarchical clustering in 2D matrices , (b) deep learning-based

hierarchical clustering , and (c) non-hierarchical tensor decomposition clustering. We dis-

cuss the prior works in detail in the Related Work section, while we provide a qualitative

comparison of these approaches in Table 4.1.

Contribution: As our key contribution, we propose RecTen, a hierarchical soft

clustering approach based on tensor decomposition. Our approach provides the required

mechanisms for recursively decomposing clusters, and for terminating this recursive process.

We evaluate our proposed algorithm using both synthetic and real data. We use synthetic

data to evaluate the performance given the absence of an established benchmark. We also

use this synthetic data to evaluate the sensitivity of three internal parameters, which enables

us to provide recommendations for hands-free operation.

a. RecTen compares favorably against the state-of-the-art algorithms.

We find that RecTen performs favorably when compared to six other state-of-the-art meth-

ods, as shown in Table 4.2, using our synthetic hierarchical data. Interestingly, RecTen

performs well even with flat (non-hierarchical) data as shown in Table 4.3.

b. RecTen extracts meaningful clusters with real-world data. We apply

RecTen on four online forums and a dataset that represents user interactions on GitHub.
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This provides indirect evidence of the usefulness of RecTen in identifying meaningful clus-

ters, such as tight-knit groups of users, and events. For example, the discovered clusters (27

clusters, across 4 levels of hierarchy) of “Hack This Site” forum in Fig. 4.1 are meaningful

in the sense that they identify communities of special interest and point out the activity

peaks in time.

A usable open-source platform for maximal impact. As a tangible con-

tribution, we implement RecTen as a powerful user-friendly platform that will be useful

to researchers, and practitioners. The platform expects a Tensor as input and produces

an output hierarchy of clusters which can be analyzed further to understand the hidden

structures. The key advantages of RecTen platform is that it is user-friendly by being both

automatic and customizable. RecTen can run with default parameter settings, but savvy

end-users can optionally tune the parameters based on their needs and preferences.

We will make both our platform and datasets available that can help establish

research benchmarks.

4.2 Background and Datasets

We provide some fundamental concepts, a qualitative evaluation, and a description of our

datasets.

4.2.1 Background

We discuss the tensor decomposition and the algorithmic landscape below.
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Tensors and decomposition. Tensor decomposition has been established as a

powerful analytical tool. In recent years, it has been the basis for many algorithmic solutions

and many practical applications [91, 107, 130, 76]. We have discussed the basics of tensor

decomposition in Section 3.3.1 of Chapter 3.

The algorithmic landscape. We provide a high-level overview of the algorithmic

landscape with respect to multi-dimensional hierarchical clustering. We can consider the

following families of approaches: (a) 2D matrix methods, (b) Deep Learning-based methods,

and (c) tensor-based methods but without hierarchy support. A qualitative analysis is

provided in Table 4.1. In a nutshell, 2D matrix approaches are limited in dimensions, and

in our context often miss the extra temporal dimension [11, 52]. Deep Learning approaches

require large datasets to work well and often the results are less intuitive to interpret and

explain [87]. Finally, to the best of our knowledge, tensor-based approaches so far have

not supported hierarchies. A more detailed discussion of previous works is provided in the

Related Work section.

4.2.2 Datasets

In our evaluation, we consider the following datasets: (a) security forums, (b) gaming forum,

and (c) a group of GitHub repositories of malware software and their authors mentioned in

Chapter 2.
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Family Sample
related
works

Multi-
modal
(≥ 3D)

Performance
on small

data

Interpre
-tability

Detecting
hierarchy

2D matrix [179] ✗ ✓ ✓ ✓
Deep Learning [87] ✓ ✗ ✗ ✓

Tensor
Decomposition

(Non-
hierarchical)

[74] ✓ ✓ ✓ ✗

RecTen This work ✓ ✓ ✓ ✓

Table 4.1: Overview of the related algorithmic landscape: a qualitative assessment.

4.3 Our Approach

We present, RecTen, a novel tensor-based multi-step recursive approach that identifies pat-

terns in an unsupervised way. Fig. 4.2 provides the high-level pseudo-code of the basic

workflow. Fig. 4.1 provides the sample output of RecTen. Conceptually, our approach

works in three steps. First, we decompose a tensor into clusters at level 1. Second, we

“perturb” each cluster at the current level which we consider as another tensor to be de-

composed further. Third, we have two termination criteria that stop this recursive process.

We explain each step below.

4.3.1 Step 1: Tensor-based Clustering

As a first step, we apply CP decomposition on the given input tensor. We provide a quick

overview of the challenges and algorithmic choices in the decomposition algorithm below.

a. What is the ideal number of components to target in the decomposition? To

answer this question, we use the AutoTen method [131] and find the rank (R) of the tensor,

which points to the ideal number of clusters to be decomposed into. AutoTen attempts to
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identify the solution that extracts a large-enough number of components while maintaining

a high core consistency, which is a metric for model appropriateness/goodness.

b. How can we decompose the tensor? We use the non-negative Canonical Polyadic,

also known as CANDECOMP/ PARAFAC (CP), decomposition to find the clusters. RecTen

achieves this non-negative factorization by adding the non-negative constraint in CP de-

composition.

c. How can we strike a balance on cluster size? Each cluster, derived from a 3D

tensor, is defined by three vectors whose lengths are equal to a dimension of the tensor as

shown in Fig. 3.3 of Chapter 3. However, RecTen provides the functionality of having clus-

ters with significant elements only. Therefore, we need a threshold to determine significant

participation in the cluster, which is a common practice for (a) avoiding unreasonably dense

clusters [150], (b) enhancing interpretability, and (c) suppressing noise. So, the challenge

is to impose this sparsity constraint and eliminate the need for ad-hoc thresholding to find

the clusters with only significant entities. Our solution is to add L1 norm regularization

with non-negative CP decomposition. L1 regularization pushes the small non-zero values

towards zero. Therefore, for each vector, we filter out the zero-valued elements and produce

clusters with significant elements only. In this way, we eliminate the noisy entities having

the least significant contributions in the cluster. The final model that we use for finding

the clusters looks like this:

min
A≥0,B≥0,C≥0

∥X −D∥2F + λ(
∑

i,r |A(i, r)|+
∑

j,r |B(j, r)|+
∑

k,r |C(k, r)|) where λ is the Sparsity Reg-

ularizer Penalty and D =
∑

r A(:, r) ◦B(:, r) ◦ C(:, r). To find the clusters, we solve the above

equation. Since the equation is highly non-convex in nature, we use the well-established
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Alternating Least Squares (ALS) optimizer as the solver. An example of a cluster after

filtering is shown in Fig. 3.4 of Chapter 3.

4.3.2 Step 2: Processing for Next Level Decomposition

Having obtained the clusters from the previous level, our goal is to further decompose each

cluster, if termination conditions are not met. Intuitively, the idea is to introduce some

perturbation in the cluster to help reveal a structure that is currently avoiding detection.

Rank modification. The main mathematical challenge in this phase is to

answer the question: “How can we get the clusters ready to be decomposed further for the

next level?” Recall that the rank of every cluster is 1, which is why these clusters have not

already been decomposed. To decompose a cluster at level l, we need the rank of the cluster

to be greater than one. We propose to achieve this by introducing a small perturbation in

the cluster by zeroing-out some tensor elements, which changes the rank of the cluster to

≥ 1.

We can illustrate the intuition behind this process with the following simple ex-

ample . The top-level decomposition provides a set of a rank-one clusters. Let us assume

that one such cluster contains two smaller “sub-clusters” within it, but there are enough

interactions between these sub-clusters so that the top-level decomposition assumes that

this is best represented as a single cluster of rank one. By appropriately removing a few

connections between the sub-clusters, we can reveal the underlying structure, which will

“push” the rank of the cluster to 2. Namely, the two sub-clusters have become sufficiently

distinct for the next-level decomposition. We discuss more about this in Discussion section

along with experimental results.
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Choosing the “target elements” to zero-out. The natural next question is:

“Which elements to choose for zeroing out?”. We propose to select the non-zero valued

elements stochastically, but with a bias towards elements with low numerical value.

Let’s assume Cl to be a rank-one cluster at level l, l ≥ 1. We get the processed

cluster Ĉl with rank, r >= 1, in the following manner. We choose a subset of non-zero ele-

ments, Cl(i, j, k), stochastically favoring elements with low numerical value. Specifically, the

probability of selecting an element is inversely proportional to its numerical value Cl(i, j, k).

That means, the higher the element value, Cl(i, j, k), the lower the probability of getting

replaced with 0. Formally, for a 3-mode tensor, the probability of selecting an element, e,

having value w among the non-zero elements of cluster Cl is given by the formula:

P (e is chosen) =
1
w∑

∀z∈Cl

1
z

where z represents each non-zero value in Cl.

Determining the Deletion Percentage, ϵ : The next question that arises is

the following: “How many elements should we zero-out?”. We introduce the Deletion

Percentage parameter, ϵ, which determines the percentage of the total non-zero valued

elements in the cluster which we zero-out for a cluster. More precisely, we get the ceiling of

that number to ensure that it is an integer, but we also never zero-out all non-zero elements.

In our Evaluation section, we study the sensitivity of our approach to the Deletion percent-

age parameter. In addition, we discuss whether these perturbations introduce artifacts in

our Discussion section.
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Figure 4.2: Algorithm to factorize a Tensor recursively to have hierarchical clusters.

After assigning zero values to the selected elements, we obtain a perturbed cluster,

which we will consider for decomposition in the next level as long as it does not meet the

termination criteria, which we discuss below.

4.3.3 Step 3: Termination Condition

We stop the recursive procedure of clustering, when one of the two termination conditions

is met:
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a. Termination condition 1: cluster size. This termination condition

suggests that when the cluster/tensor size is relatively small, we do not attempt to further

decompose it. Now the obvious question is: “When do we call a cluster relatively small?”

Note that we use the concept of cluster size to refer to the number of non-zero elements of

the cluster. We introduce the Minimum Cluster Size parameter, k, which determines

that: we do not decompose a cluster further if its size is less than k percent of the average

size of its sibling clusters at the same level.

Intuitively, this criterion gives us the ability to provide a flexible mechanism to

contain the depth of the recursive decomposition. Naturally, there are many different ways

to specify such a condition, including a hard size limit. Here, we opted to specify it as a

percentage of the sizes of the clusters of the level to allow for some “self-adaptation”. We

study the effect of this parameter in our Evaluation .

b. Termination condition 2: rank=1. Naturally, the recursive factorization

cannot continue if the rank of a cluster is one, even after the perturbation. Therefore, the

second terminating condition is: after perturbation, if AutoTen returns rank=1, we stop.

Claim 1. In RecTen, zeroing-out a strict subset of non-zero elements from the

rank-1 tensor changes the rank to ≥ 1.

We present the intuition behind this claim here. Assume that zeroing-out some

non-zero elements of tensor T leads to a new tensor Ṫ of rank zero. We want to prove

rank(Ṫ )− rank(T ) ≥ 0. By definition, a rank-zero tensor has only zero elements. Thus, Ṫ

should have only zero elements. However, this introduces contradiction. It is not possible
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to have a zero-tensor as we only zero-out a strict subset of the non-zero elements. Thus,

zeroing out can never lead to rank-0 tensor, i.e. rank(Ṫ ) − rank(T ) ≮ 0). Note that

formally, we can represent the zeroing-out process using element-wise Hadamard Product

between the rank-one tensor, T , and a basis tensor B i.e. Ṫ = T. ∗B where B is the basis

tensor with elements either set (1) or reset (0).

The description of our approach is likely to generate the following questions to an

astute reader:

a. Is the perturbation introducing an artificial hierarchical structure? We answer

this question in the Discussion section.

b. How sensitive is the performance of the approach to its three main parameters?

We answer this question in the Evaluation section, where we study the effect of the three

parameters: (i) Deletion Percentage, ϵ, (ii) Minimum Cluster Size, k, and (iii) Sparsity

Regularizer Penalty, λ.

4.4 Evaluation

As RecTen is a multi-modal hierarchical soft clustering method, a thorough evaluation

is challenging due to: (a) there is a lack of established ground truth, (b) there is not a

well-established methodology for generating realistic synthetic data, (c) finding suitable

evaluation metrics is non-trivial, and (d) it is not obvious what are the most appropriate

reference methods. We present our efforts to address these challenges below.
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Figure 4.3: D Flat: Creation of challenging (overlapping in 2-modes) clusters in our synthetic tensor
by combining the depicted 21 clusters.

4.4.1 Synthetic Tensor Construction

To evaluate RecTen, we use flat and hierarchical synthetic 3-mode tensors, which we describe

below.

A. D Flat: a non-hierarchical synthetic tensor. We generate a flat (non-

hierarchical) 3-mode tensor for evaluation purpose. The advantage of a synthetic tensor

is that they have a well-established ground truth. To stress-test our algorithms, described

later, we generate a 3-mode synthetic tensor, D Flat. The dimension of D Flat is 300 ×

300× 30, which we find sufficient for our evaluation.

To elaborate, we start from a zero-tensor, Z. Let us consider that Z has three

modes A, B, and C, with indices ai, bj , and ck along the modes respectively. Then we

insert some clusters in Z in such a way that these clusters are not decomposed into further
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clusters. We call these clusters flat because they span in level 1 only.

Fig. 4.3 shows that a total of 21 clusters (3 clusters from each of the 7 groups)

have been introduced which forms the ground truth. Some of the clusters “overlap”, if they

get projected in only two dimensions.

The three-letter notation, e.g. SSD, indicates the mode along which the clusters

have similar (S) or different (D) values in the corresponding dimension. For example, the

three inserted SSD clusters in Fig. 4.3(a) have the same ais and bjs, but different cks

meaning that the three clusters contain same members (across A and B modes) but evolve

in different times (along C mode).

How do we insert (i.e. add elements to) each cluster? We identify a center for

each cluster and then arrange nodes (equivalently, non-zero elements) around that center

by finding the position to insert stochastically. We introduce four parameters to control

the size, and other properties of these clusters, which we refer to as Synthetic Cluster

Construction Parameters. The number of nodes per cluster is controlled by the con-

centration parameter ρ while the cluster radius, d, determines the radius of the cluster.

The value for each element is drawn from a Gaussian distribution, G(µ = 10, σ = 3).

B. D Hi: a hierarchical synthetic tensor. The goal here is to generate a 3D

hierarchical tensor. To do this, we use a two-dimensional Kronecker graphs [102], which

have well-defined and controlled hierarchical properties and introduce a third dimension

that emulates a temporal evolution partially inspired by previous work [60].

Specifically, we create a 2D hierarchical Kronecker matrix, and then we create a

series of slices: each slice is a slightly modified version of the previous slice. The con-
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Figure 4.4: Example of Generation of Kronecker adjacency matrix K3 for the base slice where
K3 = K2 ⊗K1 and K2 = K1 ⊗K1. ⊗ is the Kronecker Multiplication operator.

centration (stacking) of these slices creates the third dimension that imitates an evolving

network.

To elaborate, we first create a hierarchical graph utilizing Kronecker Multiplication

of order three (K3 adjacency matrix) in the base slice (dimension 125X125) demonstrated

in Fig. 4.4. The values of non-zero elements (denoted as x) in this figure are drawn from

a Gaussian distribution, G(µ = 3, σ = 1), while all the other elements have a zero value.

Thus, the base slice has a two-level hierarchy with 5 clusters at level 1, and each cluster

consists of 5 sub-clusters. Second, we create slices, which we limit to 10. For each new slice,

we randomly choose n% of the total data points of the previous slice and assign them new

values drawn from the aforementioned Gaussian distribution G(µ = 10, σ = 3). In this way,

we create a 125x125x10 tensor with an underlying two-level hierarchical structure.

We discuss the effect of the noise on the performance of RecTen below in this

section.
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4.4.2 Evaluation Metrics

Evaluating hierarchical multi-modal clustering is challenging as its quality can be analyzed

from several different perspectives. For consistency, we adopt metrics from previous meth-

ods [108, 142, 194] which we present below.

A. Total Purity. Total Purity (TP) [108] captures the quality of the clustering

and it is measured on a scale of 0 to 1 where TP=1 indicates perfect clustering. Intuitively,

TP represents the percentage of nodes that are associated with the correct cluster and

assumes the existence of ground-truth.

B. Rand Index. The Rand Index (RI) [142] is a measure of similarity between

two clustering algorithms on the same data. The metric considers all pairs of elements and

counts pairs that are assigned in the same or different clusters by each algorithm. RI has a

value within [0,1]. A value of 1 represents identical clustering solutions.

Given a set, S, of n elements and two clustering algorithms, X and Y, to compare,

the formula to calculate RI is:

RI =
a+ b(

n
2

)
where a is the number of pairs of elements in S that are in the same cluster for

X and in the same cluster for Y. b is the number of pairs of elements in S that are in the

different clusters for X and in the different clusters for Y. In our case, n denotes the total

number of non-zero elements in the synthetic tensor.
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C. Tree Edit Distance. The Tree Edit Distance (TED) [194] measures the

similarity of two trees. Here, we can represent a hierarchical clustering by a tree and use

this metric. Given that member elements have identities of which cluster it belongs to in

the ground truth, we label each node of the tree with the majority members’ identity. We

use the concept of labeled trees to distinguish between tree nodes.

The TED metric of two labeled trees, T1 and T2, is the number of insertion,

renaming and deletion operations needed to transform one tree into an exact copy of the

other tree. The lower value of the TED, the more similar are the trees. Thus, when

compared with ground truth, low values of TED are preferable.

4.4.3 The Sensitivity to Algorithmic Parameters

We assess the sensitivity of the performance of our approach to the three algorithmic pa-

rameters using Total Purity, and Rand Index metrics.

a. The sensitivity of RecTen to Deletion Percentage, ϵ. Choosing the

right ϵ is crucial for RecTen. Very small ϵ may yield less clusters whereas very large ϵ may

end up in extracting too many clusters. In both cases, the extracted clusters may not be

meaningful. So, the goal is to find a sweet-spot, where we can unravel meaningful patterns

with the least amount of deletion. Fig. 4.5 suggests that ϵ ∈ [4%, 8%] is our sweet-spot,

where we achieve maximum performance based on both metrics, TP and RI, for both non-

hierarchical and hierarchical cluster extraction from synthetic tensors. This implies that

with reasonable amount of deletion, RecTen is able to extract reliable next level clusters.
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(a) Non-hierarchical data. (b) Hierarchical date.

Figure 4.5: The effect of Deletion Percentage parameter ϵ on clustering quality metrics TP and RI
(k = 15, λ = 0, n = 10).

b. The sensitivity of RecTen to Minimum Cluster Size, k. Another crucial

parameter of RecTen is k which determines when to stop our recursive factorization. Very

low k yields in small factorized clusters breaking down the pattern to even more parts

(value of performance metrics close to 1) whereas very high value of k will preserve multiple

convoluted patterns in a single cluster (value of performance metrics far away from 1).

Fig. 4.6 exhibits that, for our synthetic tensors, both hierarchical and non-hierarchical,

k ∈ [14%, 18%] is our sweet region where we achieve reasonably high performance from

RecTen based on both TP and RI performance metrics.

c. The sensitivity of RecTen to Sparsity Regularizer Penalty, λ.

The Sparsity Regularizer Penalty parameter, λ, is used to select cluster members

during the decomposition as we explained earlier. Low values of λ create larger clusters,

while high values create smaller clusters. Clearly, there is a need for a balanced solution
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(a) Non-hierarchical data. (b) Hierarchical data.

Figure 4.6: The effect of Minimum Cluster Size k parameter on clustering quality metrics TP and
RI (ϵ = 6, λ = 0, n = 10).

that will provide maximal information and insights from the data. Varying the value of the

parameter in our study, we find that a value of λ to 0.8 provides the best results w.r.t. the

Total Purity metric. The full results are omitted due to space limitations.

Practical guidelines for using RecTen. There are only three algorithmic

parameters in RecTen: (a) Deletion Percentage ϵ, (b) Minimum Cluster Size k, and (c)

Sparsity Regularizer Penalty λ. Based on the experience from our study, we recommend

the following default values for these parameters: k = 15%, ϵ = 6%, λ = 0.8. Even a savvy

end-user can tune these parameter knobs to tailor them to the needs of their study. To

recap, setting ϵ to a high value can enforce extracting higher number of clusters by increasing

the rank of a tensor. A much higher value of k will terminate the decomposition for larger

sizes, providing a lower bound on the size of the clusters. Furthermore, a high value of

λ will affect the size of the clusters during the tensor decomposition. Overall, our results
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suggest the following ranges for these parameters ϵ within 4%-8%, k within 14%-18%, and

λ = 0.8.

4.4.4 The Sensitivity of RecTen to Dataset Properties

We wanted to evaluate the robustness of our approach to a wide range of data. An advantage

of using the synthetic data is that we are able to create a wide range of datasets by varying

the some parameters, e.g. Synthetic Cluster Construction Parameters. We briefly discuss

their effects below. Unfortunately, the full set of results are omitted due to space limitations.

a. The effect of the amount of noise in the synthetic tensor construction:

noise percentage, n. As mentioned earlier, we introduce some noise while creating

each new slice while constructing our hierarchical dataset D Hi. We vary the value of noise

percentage, n, to stress-test the resilience of RecTen to this parameter. We find that RecTen

can offer reasonable performance (TP=0.796, RI=0.8) for up to n = 20%, at which point

we observe a sharp drop in the performance.

b. The effect of the Synthetic Cluster Construction Parameters: d, ρ, µ, σ.

We also analyze the performance of RecTen by varying radius d, concentration ρ, and data

value distribution parameters µ and σ which affect the generation of our non-hierarchical

synthetic tensor. We found that RecTen is relatively robust to different values of these pa-

rameters. For example, we found a case where doubling the parameter values did not change

the performance significantly. Specifically, RecTen shows TP=0.85 for d = 4, ρ = 8/pattern,

µ = 10, and σ = 3, and drops to TP=0.835, when we double the parameter values to d = 8,

ρ = 16/pattern, µ = 20, and σ = 6.
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Baselines
Slice 4 Slice 6 Slice 8 Slice 10

TP TED TP TED TP TED TP TED

AHC ward
(2D)

0.79 6 0.75 8 0.7 8 0.65 10

AHC freq
(2D)

0.79 8 0.75 10 0.69 13 0.71 15

DLORE-DP
(2D)

0.8 6 0.77 6 0.74 5 0.73 4

Affinity (2D) 0.77 6 0.73 7 0.72 3 0.7 3

TenFor (3D) 0.78 16 0.79 18 0.8 20 0.8 21

DynamicT
(3D)

0.71 6 0.72 16 0.73 15 0.73 17

RecTen (3D) 0.82 5 0.84 4 0.84 2 0.86 2

Table 4.2: Performance evaluation of RecTen compared to baseline algorithms in terms of Total
Purity (TP) and Tree Edit Distance (TED) metrics for hierarchical synthetic data D Hi. We use
bold for the best performance per column.

4.4.5 Comparison with State-of-the-art Methods

While there is not a widely-accepted set of baseline algorithms for multi-modal hierarchical

clustering, we compare RecTen with a set of other widely-used and state-of-the-art which

include both 2D hierarchical and 3D non-hierarchical methods. Specifically, we compare

against the following approaches: (a) the widely-used basic Ward’s method for Agglom-

erative Hierarchical Clustering Algorithm (AHC ward) [179], (b) the frequency-based Ag-

glomerative Hierarchical Clustering Algorithm (AHC freq) [109], (c) the local cores-based

Hierarchical Clustering Algorithm (DLORE-DP) [31], (d) the minimum spanning tree-based

Affinity [11] clustering (e) the non-hierarchical TenFor [74], and (f) the non-hierarchical Dy-

namicT [163].

Stress-testing: slices and noise. In the evaluation below, we will use the

concept of the slice, which we can see as a snapshot in time of an evolving matrix. We

introduced the idea of slice when we described the generation of our synthetic data earlier
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Baselines
Slice 4 Slice 6 Slice 8 Slice 10

TP RI TP RI TP RI TP RI

AHC ward
(2D)

0.79 0.81 0.75 0.77 0.74 0.76 0.7 0.71

AHC freq
(2D)

0.77 0.78 0.75 0.74 0.69 0.73 0.72 0.7

DLORE-DP
(2D)

0.79 0.76 0.77 0.76 0.73 0.75 0.73 0.74

Affinity (2D) 0.77 0.76 0.72 0.7 0.71 0.73 0.71 0.73

TenFor (3D) 0.79 0.8 0.81 0.81 0.82 0.82 0.82 0.83

DynamicT
(3D)

0.82 0.81 0.82 0.82 0.82 0.83 0.81 0.82

RecTen (3D) 0.83 0.82 0.82 0.84 0.83 0.84 0.85 0.87

Table 4.3: Performance evaluation of RecTen compared to reference algorithms. We have presented
the results of Total Purity and Rand Index metrics for non-hierarchical synthetic data D Flat.

in this section. Recall that, we start with a fairly pristine clustering structure in the base

slice and continue stacking slices on top of the base slice. Therefore, a 3D tensor can be

viewed as a stack of slices. In each slice, we add some noise, which can be seen abstractly as

modifying the cluster members (e.g. reducing the membership strength of an element). The

goal is to stress-test the capabilities of RecTen to extract the underlying clusters despite

the new modifications.

RecTen outperforms competitions especially in the face of higher noise.

Our comparison results suggest that RecTen outperforms other baseline algorithms. Inter-

estingly, the difference becomes more pronounced as we increase the third-dimension, as we

explain below. To achieve this, we leverage the concept of slices, as discsussed above. We

apply the 2D algorithms on 2D slice i of the synthetic tensors, while the 3D algorithms are

applied on the 3D tensor constructed from slices 1 to i. For instance, we produce a hierarchy

from slice 5 (2D) using 2D AHC ward, and produce another hierarchy using RecTen from

the 3D sub-tensor constructed by stacking slices 1 to 5. For completeness, we compare with
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both 2D and 3D algorithms as we explain below. The results from the 2D algorithms are

offered only as a reference point and not as a head to head comparison. The results are

reported in Table 4.2 for hierarchical data D Hi and in Table 4.3 for the non-hierarchical

data D Flat.

The performance of RecTen improves as we consider more slices i in Table 4.2.

For example, we see that the Total Purity increases from 0.82 to 0.86, and the Tree Edit

Distance decreases from 5 to 2. This is not surprising: as the third dimension becomes

longer, it increases the amount of information that the algorithm can use. We also see that

RecTen outperforms the other 3D algorithms, TenFor and DynamicT, with respect to both

metrics. For example, for slice 10 in Table 4.2, RecTen achieves a TP of 0.86, compared to

0.8 and 0.73 for the other algorithms. Similarly, RecTen has TED of 2 compared to 17 and

21. The performance difference of RecTen compared to other 3D methods is statistically

significantly (p > 0.05).

RecTen performs well even with non-hierarchical data, which suggests that it does

not “force” a hierarchy if such hierarchies do not exist in the data. The results are shown

in Table 4.3. RecTen outperforms other methods in terms of both TP and RI (statistical

significance p > 0.05). Interestingly here the difference between RecTen and TenFor and

DynamicT is relatively smaller compared to the difference with hierarchical data.

4.5 Application Results and Observations

We provide proof of the effectiveness of RecTen by finding interesting hierarchical clusters

from five different real datasets, discussed in Background and Datasets section. We utilized
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the forum analysis tools and NLP techniques [74] to profile the clusters and verified that

they are meaningful: cohesive and focused on a topic or event.

a. Results from Security forum datasets. Applying RecTen on three security

forum datasets reveals interesting clusters.

First, we describe how we constructed the input tensor. We construct a 3D tensor,

T , by capturing the interaction of users with different threads at different weekly discretized

times. Each element, T (i, i, k), of the input tensor captures the interaction (in terms of the

number of posts) of user i with thread j at discretized week k or zero in the absence of such

interaction. We then fed the input tensor, T , to RecTen. We find a total of 101 clusters from

three security forums (41 from OC, 27 from HTS, and 33 from EH) arranged in hierarchical

format. Second, we dig deeper into the identified cluster to find out the discussion topics

of the clusters. Some of the key results are described below.

We find that RecTen indeed captures meaningful hierarchical clusters from OC,

which we validate with prior profiling NLP tools and manual investigation. For instance, a

cluster at level 1 revolving around Ransomware related discussion. The discussion started

in Dec 2015 and was further instigated in Feb 2016 (observed from the time dimension of

the identified cluster) which mirrors the outbreak of SimpleLocker ransomware at that time.

The detected cluster actually indicated the early signs of the coming world-wide ransomware

disaster. Upon further investigation of that cluster by going one level down, we identified a

smaller cluster with 12 threads and 34 sellers of their decryption tools (to recover from the

malware) in February 2016. By going into the next level in the hierarchy, we identify that

a well-known company, MDS, was also selling the decryption tools.
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Investigating one of the identified clusters at level 1 from the HTS forum, we

identify a group of 32 threads by user DoSman offering a free trial of his attack tools.

Diving deep into the next level, we find posts related to selling DOS attack tools and

phishing tools in April-May 2016.

The EH forum also revealed interesting clusters. For example, we identify Van-

daDGod, an expert Linux hacker (or possibly a group of hackers), who shared a popular

tutorial series of hacking in Kali Linux in November 2017. Going one step lower, we find

clusters related to ‘Hacking into Banks’ and ‘Hacking Routers’. We find a series of posts

to recruit new members for hacking into banks by VandaDGod in the next level. A simple

Internet search reveals that extensive and notorious reputation: VandaTheGod is accused

of hacking several government sites.

We argue that the above results provide a strong indication that RecTen captures

meaningful clusters and reveals interesting activities.

b. Results from Gaming forum dataset. We analyze the gaming forum

MPGH, and we find a total of 233 clusters from MPGH organized in 6 levels. As expected,

we find clusters related to gaming strategies for specific games, but we also found some

unexpected clusters. For example, we identify a big cluster at level one revolving around

different scamming and hacking-related objections. In the next level, this cluster consists

of clusters revolving around online gaming account scamming and ‘Romance Scamming’. It

seems that in some online games where users can chat among themselves, scammers connect

with other users to win their trust and extract money. Also, we identify clusters related to

searching for experienced hackers after a painful defeat in a game.
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These surprising findings indicate that online gaming forums are being a new

potential source of security threats.

c. Results from GitHub dataset. Similar to security forums, we construct

a 3D tensor for GitHub dataset. Each element, T (i, j, k), of the input tensor captures

the interaction (in terms of the total number of create, fork, comment and contribution

performed) between: (a) author i, (b) repository j, (c) per week k. Applying RecTen on

this tensor, we extract a total of 79 clusters in 4 levels. An interesting cluster contains

Windows related malware in the first level and the next level contains Windows related

ransomware. These clusters formed mainly in Jan 2016 when ransomware was spreading

worldwide and malicious authors started developing more ransomware in GitHub inspired

by the attack success. RecTen can help the security enforcement authorities to keep track

of which and how malware are being developed and getting popularity over time.

Empirical results comparison with TimeCrunch. TimeCrunch [155] is also

a tensor-based tool to discover patterns, but it extracts only six fixed types of temporal

structures, such as near cliques, bipartite cores, and spikes. We apply TimeCrunch on three

security forum datasets and find a total of only 17 structures. All these 17 structures are

captured in RecTen as well. Moreover, RecTen captures a total of 101 clusters from these

security forums. We think that this suggests RecTen strikes a good balance between finding

too few and too many clusters of interest. We omit the detailed finding of TimeCrunch due

to space limitations.

Computational effort. The computation required by RecTen is not excessive.

The average runtime for preparing the final hierarchical Tree view of the biggest forum with
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100K posts, MPGH, takes only 2.39 minutes on average whereas TimeCrunch takes 1.98

minutes on average. We reason that TimeCrunch is faster because it operates in single-level

decomposition, whereas RecTen performs a recursive multi-level decomposition. In that

sense, the computational effort of RecTen seems reasonable. However, we intend to study

the scaling properties of our approach with larger datasets. Our experiments were conducted

on a laptop with 2.3GHz Intel Core i5 processor and 16GB RAM and the implementation

used Python v3.6.3 packages.

4.6 Discussion

a. What applications would benefit from multi-modal hierarchical clustering?

Apart from being an interesting theoretical problem, we can think of several real-world

applications that could benefit greatly from a hierarchical decomposition. Based on our

expertise and interest, we consider the dynamics of an online community which includes

many hot-button applications such as online fraud, fake news dissemination, online review

tampering, and opinion manipulation, as we explain below. As online seems to dominate

physical interactions, there is a plethora of online communities, from social networks to

discussion forums, and collaboration platforms. Analyzing these communities can provide

immensely useful information on who interacts with whom and for what purpose. Specif-

ically, one may want to a) identify groups of misbehaving agents, including cyberbullying

and harassment, b) detect online collaboration and collusion, c) detect information spread

over time. We argue that any such analysis can greatly benefit by having a capability to

automatically provide the interaction landscape through a hierarchy of clusters.
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More generally, there is a plethora of applications with multi-modal datasets in the

financial, and medical sectors that could benefit from an effective multi-modal hierarchical

analysis. For example, one could consider the study of drug efficacy over a long period of

time, where grouping patients by medical, demographic, and behavioral features, as they

evolve over time could illustrate the effects of the drug better. In the Related Work section,

we provide more examples of such applications.

b. Does RecTen introduce artificial hierarchical structure in the absence

of such? A valid concern is whether the perturbation generates hierarchical structure

that is not there in the initial data. Although possible, but we argue that under the right

conditions, it does not. First, the end-users can control the amount of perturbation, and

keeping it reasonably low can minimize the danger. Second, our experimental results on

real data suggest that even large clusters are fairly resilient to perturbation for a wide range

of perturbations if there is no sub-cluster in those. Indicatively, we can refer to our analysis

on the MPGH forum. We find that the biggest cluster (450 users, 530 threads, 23 weeks)

discusses about general topics on gaming strategies. We vary the Deletion Percentage, ϵ,

from 2% to 15%. For all values, the large cluster was nearly the same each time, and it

was never pushed to further decomposition even for high values of the parameter. In fact,

we have experimental indication that RecTen produces almost same hierarchy as ground

truth for hierarchical data and respects the flatness of non-hierarchical data as well. For

instance, experimenting with k = 15, ϵ = 6, and λ = 0.8 in the non-hierarchical synthetic

data, RecTen leads to an average weighted level of 1.14, which is very close to the ideal

value of 1 for this case.
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However, in a similar vein, one can question if the perturbation introduces infor-

mation loss. The answer here depends on how one will use the hierarchical clustering. If

it will be used to compress the information, then some information loss will take place.

However, if the clustering will only be used to infer an underlying structure (e.g. assign

nodes to clusters), the question of information loss becomes less relevant compared to the

question as to whether the hierarchical clustering is meaningful. The two arguments we

would like to make here that would hopefully close this case are: (i) the deletions are meant

to disentangle the lower-level clusters which have enough cross-cutting connections that the

top-level decomposition deemed to be a single cluster, (ii) the decomposition is known (as it

did in the top level) to impute missing values that are needed in order to represent a cluster

as a rank-one entity. Therefore, even if the deletions go a bit further than needed (i.e.,

start deleting more intra-cluster and less inter-cluster connections), the rank-one modeling

is able to complete those deletions, provided that sub-clusters are present and deletion is

not extensive.

c. Is our evaluation sufficient given the absence of extensive ground

truth? We would have loved to have tested our algorithm against a well-established bench-

mark. Given its absence, we followed a two-prong approach. First, we evaluate RecTen with

synthetic data, where we can know the ground truth, and create a wide range of datasets.

In addition, we compare with six different state-of-the-art methods. Second, we resort to

manual inspection of our analysis on real datasets. We argue that our evaluation provides

sufficient evidence of the overall effectiveness and competitiveness of our method. In the

future, we will evaluate our work on more synthetic and real datasets.
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4.7 Related Work

To the best of our knowledge, RecTen is the first tensor-based approach that extracts a

multilevel hierarchical clustering from multi-modal data recursively. We highlight the most

relevant and recent methods, which we group into the following categories.

a. Discovering hierarchical structures without using tensor decompo-

sition. Hierarchical structure discovery is a very common task in data mining. The al-

gorithms that are being used mostly include but not limited to bottom-up Agglomerative

Hierarchical Clustering, top-down Hierarchical k-means Clustering, and variations of these

algorithms.

The basic and widely used version of Agglomerative Hierarchical Clustering is

Ward’s method, AHC ward [179]. Different variations of bottom-up Hierarchical Clustering

are being used recently as well [165, 110]. DLORE-DP [31] focuses on developing a local

cores-based hierarchical algorithm for dataset with complex structures. Another work,

AHC freq [109], proposes an improved frequency-based agglomerative clustering algorithm

for detecting distinct clusters on two-dimensional dataset. A recent minimum spanning

tree-based bottom-up hierarchical clustering is Affinity [11] which works well for extracting

structures from graphs. Note that the above-mentioned methods do not applicable for

multi-modal data.

Variations of Top-down hierarchical algorithm like hierarchical k-means is also

being used in different domains ranging from modeling blast-produced vibration [124] to

large graph embedding [126]. DenPEHC [187] presents a top-down density peak-based
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hierarchical clustering method which introduces a grid granulation framework to enable

Den-PEHC extract clusters from large-scale and high-dimensional datasets. Recent methods

[147, 26] utilizes the sparsest cut to extract hierarchical clusters for the data. [93] focuses

on hierarchical document clustering leveraging non-negative matrix factorization. All the

above-mentioned algorithms suffer from the same problem. These algorithms are applied

on data represented in 2D matrix format. Therefore, finding clusters in multi-modal data

requires new strategy. The work of [60] focuses on tri-clustering in time-evolving graphs

but did not utilize tensor factorization at all.

Different variations of deep learning-based clustering strategies are also prominent.

But they basically use the deep neural networks to generate the features and then apply

traditional machine learning clustering algorithms to finally compute the clusters [87, 168].

However, none of these strategies have ever been applied on multi-modal hierarchical clus-

tering.

b. Advanced tensor decomposition: interactivity and hierarchical data.

Although the recursive use of tensor is very rare, a very recent work [4] uses a two-level

tensor decomposition to detect fake news. Though the authors use the term “hierarchical”

for their model, it is only two-levels and combines disparate datsets to achieve its goal.

Another work [178] proposes an interactive framework using tensor decomposition in order

to detect topic hierarchy, which differs from the recursive tensor factorization that we do in

this study.

c. Tensor decomposition approaches and applications. Tensor decomposi-

tion is a well-studied area of research. For our work, we have used CP decomposition but
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there are other bunch of tensor decomposition approaches. Tucker Decomposition [88] is the

most well-known of them but it is not capable of generating unique decomposition. There

are other tensor clustering approaches but they are applicable in focused domain, for exam-

ple, tensor graph clustering to detect higher-order cycles [15], approximation algorithm for

1-d clustering [80]. Another recent tensor-based clustering is Dynamic Tensor Clustering

(DynamicT) [163] which works better for dynamic tensors but struggles for general tensors.

All of the above-mentioned algorithms suffer from the same general problem of not being

hierarchical.

Tensor decomposition has a wide range of applications in diverse domains for

categorical data [74, 91, 107, 130].

Relatively recently tensor-based techniques have been used in social media analysis.

Very recent approaches, TenFor and HackerScope [74, 76, 72, 73], use non-hierarchical tensor

decomposition to find interesting events and hackers’ dynamics in social media and forums.

TimeCrunch [155] focuses on mining some temporal patterns from time-evolving dynamic

graphs. More recent studies [130] use tensor to model multilingual social networks in online

immigrant communities. Other works [107, 61] use tensor decomposition to study the online

communities and their evolution.

4.8 Conclusion

We propose, RecTen, an unsupervised tensor-based approach to systematically discover hi-

erarchical clusters in a multi-dimensional space. It can operate parameter-free with default

values, but optionally allow parameter tuning for an expert end-user. We show the effec-
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tiveness of our approach by an extensive evaluation using both synthetic data and five real

datasets.

From an algorithmic point of view, the key advantages of our approach could be

summarized in the following points: a) we harness the power of tensor decomposition, b)

we provide hierarchies, and (c) we compare favorably to or outperform previous methods.

From a practical point of view, RecTen has three attractive features: (a) it operates in

an unsupervised way, (b) it generalizes well to both categorical and numerical multi-modal

data, and (c) it can operate with default parameters, or customized by a savvy user.

Our work is a step towards a powerful capability, which can allow the data analysts

and researchers to mine the wealth of information that exists in massive multi-modal data.

Our commitment to providing our tools and data to researchers and practitioners will

hopefully amplify the impact of this work.
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Chapter 5

HackerScope: The Dynamics of a

Massive Hacker Online Ecosystem

5.1 Introduction

“How can a 17 year old kid from Florida [2] be reportedly the mastermind behind the recent

hacking of Twitter? This is the motivational question behind this work.

The security community has limited understanding about their “enemy” because

of limited understanding of malicious hackers and their interactions. The hacker community

is fairly wide encompassing curious teenagers, aspiring hackers, and professional criminals.

However, the hackers are surprisingly bold in leaving a digital footprint, if one looks at the

right places in the Internet. Sometimes they boast of their successes and share hacking-

related information in online platforms.
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How can we begin to understand the ecosystem of malicious hackers based on their

online footprint? The input is the online activities of these hackers, and the goal is to answer

the following questions: (a) do these hackers work in groups or alone, and (b) who are the

most influential hackers? Here, we consider two types of platforms that hackers frequent: (a)

software archives, and (b) online security forums. Popular and public software archives, such

as GitHub provide shelter for malware authors, who create publicly-accessible malware

repositories [144]. Furthermore, online forums have recently emerged as marketplaces and

information hubs of malicious activities [52, 137]. In the rest of this paper, we will use the

term hacker to refer to actors who develop and use software of malicious intent. We will

also use the term hackers and malware authors interchangeably, although some malware

authors may not have malicious intent.

There is limited work for the problem as defined above. First, we are not aware

of a study that systematically profiles the dynamics of the online hacker ecosystem, and

especially one considering software archives. Most of the previous efforts on GitHub follow

a software-centric view or study GitHub at large without focusing on malware [23] [22] [19].

Most of the previous works on online forums focus on identifying emerging topics and

threats [52, 137]. Other efforts report malware activity, focusing on hacking events, and

much less, if at all, on the ecosystem of hackers [149, 151]. We elaborate on previous works

in Section 5.8.

We propose HackerScope, a systematic approach for modeling the ecosystem of

malware authors by analyzing their online footprint. We start with an extensive analysis
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of malware authors on GitHub, as this is a significantly less-studied space. We then use

security forums to find more information about these authors. From an algorithmic point of

view, we use three network representations: (a) the author-author network, (b) the author-

repository network, and (c) cross-platform egonets, which we explain later. In addition, we

use some basic Natural Language Processing techniques, which we intend to develop further

in the future.

We apply and evaluate our approach using 7389 malware authors on GitHub over

the span of 11 years and leverage the activity on four security forums in the grey area

between white-hat and black-hat security. GitHub is arguably the largest repository with

roughly 30 million public repositories, while, appropriately fine-tuned, our approach can be

used on other software archives. Our approach encompasses four research thrusts, which

identify and model: (a) statistics and trends, (b) communities of hackers and their dynamics,

(c) influential hackers, and (d) hacker profiles across different online platforms. For the

latter type, we show the collaborators of hackers as captured by the cross-platform egonets

spanning GitHub and security forums in Fig. 5.1. Our key results are summarized in the

following points.

a. The ecosystem is growing at an accelerating rate: The number of new

malware authors on GitHub is roughly tripling every two years. This alarming trend points

to the importance of monitoring this ecosystem.

b. The ecosystem is highly collaborative: We find 513 collaboration com-

munities on GitHub with high cohesiveness (Modularity Score within [0.65-0.78]), including

many large communities with hundreds of users. The malware community is very collab-
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Figure 5.1: Profiling hackers across platforms using our cross-platform egonet: the scatter-plot of the
number of neighbors on GitHub versus those on security forums for 30 malware authors as captured
in our cross-platform egonet.

orative: a malware repository is forked four times more compared to a regular GitHub

repository.

c. We identify a group of 1.7% of influential authors: We develop a

systematic approach to determine the influence among malware authors. Our novelty lies

in: (a) considering many types of interactions, and (b) capturing the network-wide influence

of an author. We find a core group of 1.7% of the malware authors, who are responsible for:

(a) generating influential repositories, and (b) providing the social backbone of the malware

community.

d. We identify professional hackers in the ecosystem: We find that 30

authors are professional malicious hackers. Going across platforms, we find GitHub authors

who are quite active on our security forums. We show the evidence that these are pro-
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fessional hackers, who are building an online “brand”. For example, user 3vilp4wn is the

author of a keylogger repository on GitHub, which he promotes in the HackThisSite forum

using the same username (shown at bottom right in Fig. 5.1).

Our work in perspective. The proposed work is part of an ambitious goal: we

want to model the Internet hacker ecosystem at large as it manifests itself across platforms.

Our initial results are promising: a) the hackers seem to want to establish a brand, hence

they want to be visible, and b) a cross-platform study is possible, as some authors maintain

the same login name. Our systematic approach here constitutes a building block towards

the ultimate goal. With appropriate follow up work, achieving this goal can have a huge

practical impact: security analysts could prepare for emerging threats, anticipate malicious

activity, and identify their perpetrators.

Open-sourcing for maximal impact. We use Python v3.6.2 packages to implement

all the modules of HackerScope. We intend to make our datasets and tools public for

research purposes.

5.2 Background and Data

Our work focuses on GitHub, the largest software archive with roughly 30 million public

repositories, and uses data from security forums. Although GitHub policies do not allow

malware, authors do not seem to abide by them. A brief description of our dataset is

presented in Chapter 2.
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5.3 Our Approach

We have an ambitious vision for our approach, which we plan to release as a software

platform. We provide a brief overview in Fig. 5.2. In this paper, we will elaborate on

the four analysis modules: (a) a statistics and trends module, which provides the landscape

of primary behaviors of the ecosystem (Section 5.4), (b) a community analysis module,

which identifies and profiles communities of collaboration (Section 5.6), (c) an influence

analysis module, which defines and calculates the significance of authors (Section 5.5), and

(d) cross-platform analysis module (Section 5.7).

In addition, our approach also includes: a data collection module, which aggre-

gates, cleans and preprocesses the raw information; a control center module; and a reporting

module. These modules are not equally developed, while at the same time, we could not

provide all the types of results that we have available due to space limitations.

Below, we highlight some interesting or novel aspects of our approach, which are

often cutting across several modules.

a. Synthesizing multi-source data. Our approach focuses on data for authors

from GitHub and combines it with additional data from security forums, and Internet

searches.

b. Defining appropriate features. As we already saw, the authors and the

repositories have a very rich set of interactions. We have primary (measured directly) and

secondary (derived from the primary) features, which need to be determined carefully to

capture effectively the dynamics of the ecosystem.
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Figure 5.2: The overview of our approach highlighting the key functions.

c. Modeling the dynamics. We use three network representations to capture

the rich interactions and relationships among authors and repositories. The network repre-

sentations include: (a) the author-author network, (b) the author-repository network, and

(c) cross-platform egonets.

d. Reporting behaviors. The goal is to provide intuitive and actionable infor-

mation in an appealing and ideally interactive fashion. The results in this paper provide an

indication of some initial plots and tables that our approach will provide to the end user,

who could be a researcher or a security analyst.

5.4 Statistics and Trends

This section describes the functionality of the statistics and trends module of our approach,

whose intention is to provide a basic understanding of author behaviors.
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A. Basic distributions of malware authors. We study the complementary

cumulative distribution function (CCDF) of three metrics: (a) the number of repositories

created, (b) the number of followers, and (c) sum of the number of forks across all the

malware repositories of the author. As expected all distributions are skewed, but the plots

are omitted due to space constraints. First, we find that 15 authors are contributing roughly

5% of all malware repositories, while 99% of all authors have created less than 5 repositories

each. Second, we find that 3% (221) of the authors have more than 300 followers each, while

70% of the authors have less than 16 followers. Finally, examining the total number of forks

per author, we find that 3% (221) of the authors have their repositories forked more than

150, while 43% of authors encounter at least one fork.

B. Forking behavior: Malware repositories are forked four times more

than the average repository. Malware repositories are more aggressively forked, which

is an indication of the higher collaboration in the ecosystem. First, we find that a malware

repository is forked 4.01 times on average, while a regular GitHub repository is forked 0.9

times, as reported in previous studies [82]. Second, we want to see if this is due to a few

popular repositories, but this is not the case. We find that 39% of the malware repositories

are forked at least once, while this is true for only 14% for general repositories [82].

C. Trends. “How fast is this ecosystem growing?” To answer the question, we plot

the number of new malware authors per year in Fig. 5.3. We consider that an author joins

the ecosystem at the time that they create their first malware repository in our database.
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Figure 5.3: New malware authors in the ecosystem per year.

a. The number of new malware authors almost triples every two years.

We plot the new malware authors per year in Fig. 5.3. We observe an increase from 238

malware authors in 2012 to 596 authors in 2014 and to 1448 authors in 2016. We also

observe a steep 62% increase from 2015 to 2016. This trend is interesting and alarming at

the same time.

b. The number of new malware repositories more than triples every

four years. Echoing the growth of the authors, the number of repositories is also increasing

super-linearly. In the future, we plan to study the trends of malware in terms of both types

of malware and its target platform.
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5.5 Identifying Influential Authors

To understand the dynamics of the ecosystem, we want to answer the following question:

“Who are the most influential authors?” The functionality in this section is part of the

influence analysis module of Fig. 5.2.

A. HackerScore: Identifying influential authors. We argue that finding in-

fluential authors presents several challenges. First, there are many different activities and

interactions, such as creating repositories, commenting, following other authors and being

followed by other authors. Second, we can consider two types of actions: (a) creating influ-

ential artifacts, (b) observing and engaging with other people and artifacts. Furthermore,

the distinction is not always clear. For example, forking a repository creates a new, but

derivative, repository.

To address the above challenges, we take socially-aware approach to influence:

creating a few influential repositories is more important than creating many non-influential

repositories. We discuss how we model and calculate this influence below.

The Author-Author graph (AA). We create the Author-Author network to

capture the network-wide interaction among authors. We define a weighted labeled multi-

digraph: G(V,E,W,Le) where V is the malware author set, E is the set of edges, W is the

weight set and Le is the set of labels that an edge e can be associated with. These labels

correspond to different types of relationships between authors. Here we opted to consider

only malware authors in the graph to raise the bar for being part of the hacker community.
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The types of interactions. We consider four types of relationships between

authors here. A directed edge (u, v) from author u to v can be (i) a follower edge: when

u follows v, (ii) a fork edge: when u forks a repository of v, (iii) a contribution edge: u

contributes code in a repository of v, and (iv) a comment edge: u comments in a repository

of v. These relationships capture the most substantial author-level interactions.

The multi-graph challenge and weight calibration. Our graph consists of

different types of edges, which represent different relationships that we want to consider in

tandem. The challenge is that the relationships have significantly different distributions,

which can give an unfair advantage or eliminate the importance of a relationship. For

example, contribution activities are rarer compared to following, but one can argue that

a contribution to a repository is a more meaningful relationship and it should be given

appropriate weight.

For fairness, we make the weight of a type of edge inversely proportional to a

measure of its relative frequency. In detail, we calculate the average degree dtype for each type

of edge: follower, fork, contribution, and comment from the subgraph containing only that

type of edges from the AA graph. We find the following average degrees: dfollower = 12.21,

dfork = 4.67, dcontribution = 0.53 and dcomment = 0.49. We normalize these average degrees

using the minimum average degree (dmin = 0.49) and we get the inverse of this value

as the weight for that edge, namely, dmin/dtype. This way, we set the following weights:

w = 0.04 for a following edge, w = 0.1 for a forking edge, and w = 1 for a commenting or

a contribution edge. This enables us to consider each relationship type more fairly.

82



We propose a socially-aware and integrated approach to combine all the author

activities in a single framework. First, we identify and define two roles in the ecosystem:

(a) producers, who create influential malware repositories, and (b) connectors, who

enhance the community by engaging with influential malware authors and repositories. To

calculate the roles of the malware authors, we first model the interaction among authors

in the AA graph described above. Next, we apply our algorithm, a customized version of

a weighted hyperlink-induced topic search algorithm modified to handle the multiple types

of relationships between authors. We discuss the related algorithms in Section 5.8.

Calculating the HackerScore. We associate each node u with two values: (a) a

Producer HackerScore value, PHSu, and (b) Connector HackerScore value, CHSu.

Let w(u, v) be the weight of edge (u, v) based on its label, as discussed above.

The algorithm iterative refines the producer and connector values until it con-

verges. We, now, elaborate on the steps. First, PHSu and CHSu are initialized to 1.

During the iterative step, the algorithm updates the values as follows: (i) for all v point-

ing to u: PHSu =
∑

v w(v, u) ∗ CHSv, or zero in the absence of such edges, (ii) for all z

pointed by u: CHSu =
∑

z w(u, z) ∗ PHSz, or zero in the absence of such edges, and (iii)

we normalize PHSu and CHSu, so that
∑

u PHSu =
∑

uCHSu = 1. For the convergence,

we set a tolerance threshold of 10−9 for the change of the value of any node. After 449

iterations, we obtain the two HackerScore values for each author.

Identifying influential malware authors. In Fig. 5.4, we plot the Connector

HackerScore versus Producer HackerScore for our malware authors. Separately, we iden-

tify “knees” in the individual distributions of each score at PHS = 0.00215 and CHS =
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Figure 5.4: The scatterplot of the Connector HackerScore vs. Producer HackerScore for the malware
authors in our GitHub dataset.

0.0029 indicated by the red dotted lines. This way, we observe four regions defined by the

combination of low and high values for PHS and CHS values which shows if an author is

influential as producer or connector.

A few authors (1.7%) drive the community. The three regions of influence

together consist of 128 malware authors (1.7%). The break down of the region size is fairly

even: Region A of mostly connector authors devoted to connect the malware community is

0.6%, Region C of the influential producers who are the originator of the malware resources

is 0.7%, and Region B of dual influence is 0.4%. We use the term Highly Influential

Group (HIG) to refer to this group of authors.

We provide a profile overview of the two most influential authors per region in Ta-

ble 5.1. The most influential author of Region C is cyberthrets, with the highest PHS (0.012)
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Name PHS CHS Repos Followers Forks Comments Contributors

cyberthrets 0.012 0.001 336 1013 778 13 2

ytisf 0.005 10−6 12 606 1412 4 1

critics 0.001 0.01 6 396 83 446 301

samyk 0.0018 0.006 2 554 125 176 209

D4Vince 0.007 0.008 7 608 499 165 187

n1nj4sec 0.006 0.005 8 876 1391 64 79

Table 5.1: The profiles of the two most influential malware authors from each region A, B, and C.

and 336 malware repositories. She gained a huge following by creating all her repositories of

assembly code malware on Feb 16, 2016. The top connector author from Region A is critics

with a CHS score of 0.01, which stems from her 446 comments across 301 repositories. The

top malware author from Region B is D4Vince for his dual role in producing credential

reuse tools with 7 repositories and 165 comments and 187 contributions.

The importance of socially-aware significance. We argue that our socially-

aware definition of significance provides more meaningful results than simply taking the

top-ranked users in any primary metric in isolation. First, the two scores capture different

aspects of influence: they can differ by orders of magnitude as is the case with cyberthrets

and ytisf. Second, our scores capture a combined network-wide influence that each primary

metric could miss. For example, our most influential producers do not always own many

malware repositories. Malware author D4vince and n1nj4sec, mentioned in Table 5.1, have

single-digit repositories (7 and 8 respectively) and yet are two of the top producers. On the

other hand, author kaist-is521 is ranked way below than n1nj4sec in terms of HackerScore

(PHS =0.0001 and CHS =0.00013), although she has 18 malware repositories.

B. Reciprocity of interactions. We want to understand better the nature of

the author interactions here.
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“Is the influence among malware authors reciprocal?” The answer is negative:

the relationships are not reciprocal, which is in stark contrast to the reciprocal re-

lationships in other social media like Twitter and Facebook [181]. We consider a total of

six relationships: following, forking, commenting, contributing, watching, and starring re-

lationships. We define the Reciprocity Index for relationship x, RIx, to be the ratio of

reciprocal relationships over the pairs of authors with that type of relationship (unilateral

or mutual) in the Author-Author network.

We find that the reciprocity is low and less than 7.3% for all the relationships

in question. By contrast, reciprocity is often above 70% in social media, like Facebook

or Twitter [181]. These social media mirror personal relationships and have an etiquette

of conduct. We conjecture that the lower reciprocity on GitHub is due to its utilitarian

orientation: following an author stems from a professional interest.

5.6 Community Analysis

This section describes the functionality of the community analysis module, whose goal is to

identify the communities of collaboration among the malware authors on GitHub.

A. Identifying collaboration communities. We quantify the collaborative

nature of the malware authors as follows.

The Author-Repository graph (AR). We define the Author-Repository graph

to be an undirected bipartite graph, G = (A,R,E), where A is the set of malware authors

and R is the set of malware repositories. An edge (u, r) ∈ E exists, if author u: (a) creates,

(b) stars, (c) forks, (d) watches, (e) comments, or (f) contributes to repository r.
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Figure 5.5: The distribution of the number of authors and repositories for the 27 largest communities
in the order of community size.

Identifying bipartite communities. To identify communities, we employ a

greedy modularity maximization algorithm modified for bipartite graphs as we discuss in

our related work.

We find a total of 513 communities spanning a wide range of sizes as shown in

Fig. 5.5. The size of the communities follows skewed distribution. In Fig. 5.5, we plot

the number of malware authors and repositories per community in order of decreasing

community size (defined as the sum of authors and repositories). We find that 90% of

communities have less than 14 authors and repositories. We also see a fairly sharp knee in

the plot at the fifth community, as shown by the vertical line.
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B. Profiling the communities. A full investigation of the purpose, evolution,

and internal structure of each community could be a research topic in its own right. Here,

we only provide an initial investigation around the following three questions.

a. How cohesive are our communities? We report theModularity Score (MSC),

which quantifies the cohesiveness of a community C. TheMSC is defined as follows: MSC =

nC(E)
NC(E) , where nC(E) is the total number of edges and NC(E) is the number of all possible

edges in community C (if the community was a bipartite clique).

Overall, our communities are highly cohesive: 82.8% (425) of the communi-

ties have a Modularity Score MSC ≥ 50%, which means that more than half of all possible

edges within the community exist. Interestingly, the largest communities exhibit strong co-

hesiveness. In Table 5.2, we present a high-level profile of the five largest communities which

have a Modularity Score of 0.65-0.78, which is indicative of tightly-connected communities.

b. Who are the community leaders? We want to identify the influential authors

as part of profiling a community. We identify the top two most influential producers and

connectors per community using the HackerScore from Section 5.5. This leads us to a

group of 144 leaders of the communities of size of at least 20 authors. We find 81% of these

community leaders are part of the Highly Influential Group (HIG) of authors. This suggests

that the HIG authors are indeed driving forces for the ecosystem. In the future, we intend

to investigate in more depth the influence and dynamics of each community.

c. What is the focus of each community in terms of platform and malware type?

A security expert would want to know the main type of malware (e.g. ransomware) and
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the target platform (e.g. Linux) of a community. We use the Repository Keyword Set, Wr,

information of a repository r, as we defined in Section 5.2, and we use it to characterize the

community.

One way to quantify the importance of a keyword for a community is to measure

the number of repositories, for which that keyword appears at least once. In detail, we use

the Strength Of Presence (SOP) metric, which we define as follows. For a community

C with a set of R repositories, we define ki to be the number of repositories, in which

keyword i appears in the metadata Wr for repository r at least once for all repositories

r ∈ R. We define the SOPi of keyword i from keyword set S as follows: SOPi =
ki∑

j∈S kj
.

In Table 5.2, we show the most dominant keywords from malware types and platforms sets

for each community and the related SOP scores.

We can also use the SOP to visualize the keywords as a word-cloud. A word-cloud

is a more immediate, appealing, and visceral way to display the information. In Fig. 5.6, we

show the word-cloud for the third largest community, which is dominated by ransomware

malware and targets Windows platforms. Not only we see the main words stand out, but

their relative size conveys their dominance over the other words more viscerally than a

lengthy table of numbers.

We present the results of this type of profiling for the largest communities in

Table 5.2, which we also discuss below.

We find that the largest community of 584 malware authors and 677 malware

repositories having Linux (SOP = 0.32) and keylogger (SOP = 0.29) as the dominant

platform and malware type. Interestingly, we find that 49 of the top 100 most prolific (in
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ID Authors Repos MS Dominant
Platform

SOP Dominant
type

SOP

1 584 677 0.65 Linux 0.32 Keylogger 0.29

2 419 544 0.67 Windows 0.26 Virus 0.31

3 175 288 0.73 Windows 0.65 Ransomware 0.44

4 57 100 0.78 Linux 0.43 Spyware 0.43

5 47 57 0.71 Mac 0.33 Trojan 0.22

Table 5.2: High-level profile of the five largest communities of malware authors and malware repos-
itories.

Figure 5.6: The word-cloud for the malware types and platforms keywords for the third largest
community: Ransomware and Windows dominate.

terms of the number of repositories created) authors are in this community. Upon closer

investigation, we find that 11 out of the 15 authors with the highest degree in the subgraph

of this community are keylogger developers.

The third-largest community consists of 175 malware authors and 288 malware

repositories and revolves around Ransomware (SOP = 0.65) andWindows platform (SOP =

0.44). For reference, we present the word-cloud of the malware types and platforms based

on the SOP score in Fig. 5.6 for this community which exhibits that Ransomware and

Windows possess the highest SOP scores.
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Figure 5.7: A cross-platform egonet: capturing the neighbors of both the security forum and GitHub.

Finally, the fourth largest community (57 authors, 100 repositories) is the most

tightly connected (MS = 0.78) and it revolves around the development of attack tools for

Kali Linux. Upon closer inspection, we find that 15 of the top 25 authors (based on node

degrees) form an approximate bipartite clique with 5 repositories. This group developed

WiFiPhisher in 2016, a Linux-based python phishing tool [162], which has been used for

both good and evil [37].

The above are indicative of the potential information that we could extract from

these malware repositories. In the future, we intend to: (a) extract more detailed textual

information from each community, and (b) study the evolution and dynamics of these

communities over time.
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Name Posts
in fo-
rum

Collab-
orators
in forums

Malw.
repo

Foll-
owers

Collab-
orators in
GitHub

Repository
content

Internet-
wide Repu-
tation

misterch0c 7 224 7 749 898 Cracked malware
code

Self-declared
hacker

3vilp4wn 103 513 1 0 6 Python keylog-
ger

Keylogger de-
veloper

fahimmagsi 73 175 1 1 1 Backdoor Famous
hacker

Evilcry 18 444 2 89 98 Botnet and ran-
somware

Ransomware
expert

Table 5.3: Profiles of four cross-platform users from WS, HTS, OC and EH forum respectively.

5.7 Author Investigation

“Who are these malware authors?” To answer this question, we go across platforms to

security forums and leverage our datasets from several security forums. The functions

described here are part of the author investigation module of Fig. 5.2.

a. Malware authors strive for an online “brand” and usernames seem

persistent across online platforms. We find that many malware authors use the same

username consistently across many online platforms, such as security forums, possibly in

pursuit of a reputation.

We identify 30 malware authors who are active in one of our four security forums:

12 in Wilders Security, 6 in Ethical Hacker, 4 in Offensive Community, and 8 in Hack This

Site [154]. We argue that some of these usernames correspond to the same users based on

the following two observations.

First, we find significant overlap in the interests of the cross-platform usernames.

For example, usernames int3grate and jedisct1 show interest in ransomware in both plat-

forms, while 3vilp4wn advertises her keylogger malware (github.com/ 3vilp4wn/CryptLog)
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in the forum. Second, these usernames are fairly uncommon, which increases the likelihood

of belonging to the same person. For example, the top ten results from internet searching

for the username of author Misterch0c returns nine hacker related sites and a twitter ac-

count with a different handle but claimed by Misterch0c. Note that not all the malware

authors or repositories have a malicious purpose. For instance, the project “Empire” [45]

by xorrior was created as an offensive tool to stress-test the security of systems. However, it

has recently been used by the state-sponsored hacking group Deep Panda [119]. In general,

offensive security tools contribute to the power of the malware ecosystem irrespective of the

intention of its creator.

b. Modeling the cross-platform interactions. We propose to study the cross-

platform interactions between GitHub and security forums as a promising research direction

that can bridge two domains: software repositories and online forums.

We define the cross-platform egonet of a user as one that consists of her egonets

from the two platforms as shown in Fig. 5.7. The forum egonet captures the interaction

of the users that post on the same threads, while we leverage the Author-Author network

to define the GitHub egonet.

The value of cross-platform analysis. Using the cross-platform egonet as a

basis, we can model the cross-platforms user dynamics, and more specifically, we can: (a)

identify common “friends” between the ego-nets, (b) find the topics of interest and activities

in each egonet, and (c) model information flow and influences across platforms. In Fig. 5.1,

we visualize the activity of a cross-platform user by comparing the number of users on each

side of the egonet as shown in Fig. 5.7.
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In Table 5.3, we show the actual values of indicative users, including the three

outliers in the plot.

The cross-platform egonet analysis can enrich the profile of each user significantly.

For example, if we were just looking at GitHub, we may not have paid attention to 3vilp4wn

and Evilcry. Both of these authors are less active on GitHub (small GitHub egonet), but

are quite active in the security forums (large forum egonet). A closer investigation of the

security forums reveals activities that match their interests on GitHub. This suggests that

their GitHub activity is part of their online brand. For example, 3vilp4wn advertises her

GitHub keylogger repository in the forum.

c. Using information from the web. In our approach, we leverage existing

information on hackers from (a) security outlets and databases, and (b) using web queries.

With our python-based query and analysis tools, we verified the role and activities of au-

thors, which we omit due to space limitations.

5.8 Related Works

Studying the dynamics of the malware ecosystem on GitHub has received very little at-

tention. Most studies differ from our work in that: (a) they do not focus on malware on

GitHub, and (b) when they do, they do not take an author-centric angle as we do here:

they focus on classifying malware repositories or use a small set for a particular research

study.
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Our work builds on our earlier effort [144, 146], whose main goal is to identify mal-

ware repositories on GitHub at scale, but it does not study the malware author ecosystem

as we do here.

a. Studies of malware repositories on GitHub: Several other efforts have

manually collected a small number of malware repositories with the purposes of a research

study [101, 197, 146]. Some other studies [23, 22, 84] analyze malware source code from a

software engineering perspective, but use only a small number of GitHub repositories as a

reference.

b. Studies of benign repositories on GitHub: Many studies analyze benign

repositories on GitHub from a point of view of software engineering or as a social network.

Some efforts find influential users and analyze the motivation behind following, forking,

and contributions [19, 82]. Earlier efforts study repositories by analyzing the repository-

repository relationship graph [167], and by using an activity graph [185].

Several works in this area identify influential authors and repositories using: the

starring activity [71], the Following-Star-Fork activity [70], or a rank-based approach [105].

Note that a version of the hyperlink-induced topic search algorithm [103] has been used by

some of the above efforts for calculating influence, but they do not adjust the weights to

account for the different frequencies of the types of interactions between users.

For our bipartite clustering, we adapt the greedy modularity maximization ap-

proach [34][6].

c. Studies on security forums: This is a recent and less studied area of

research. Most of the works focus on extracting entities of interest in security forums.
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An interesting study focuses on the dynamics of the black-market of hacking goods and

services and their pricing [137]. Other studies focus on identifying important events and

threats [149, 151, 74, 77, 75]. None of the aforementioned works focus on the dynamics

among hackers across platforms.

d. Cross-platform study: Finally, some efforts study author activities on dif-

ferent software development forums, namely GitHub and Stack Overflow [64, 97], but do

not consider information from security forums.

5.9 Conclusion

We develop a systematic approach for studying the ecosystem of hackers. Our approach

develops methods to identify (a) influential hackers, (b) communities of collaborating hack-

ers, and (c) their cross-platform interactions. Our study concludes in three key takeaway

messages: (a) the malware ecosystem is substantial and growing rapidly, (b) it is highly

collaborative, and (c) it contains professional malicious hackers.

Our initial findings are just the beginning of a promising future effort that can

shed light on this online malware author ecosystem, which spans software repositories and

security forums. The current work thus can be seen as a building block that can enable

new research directions.
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Chapter 6

Conclusions

Our thesis proposes and develops a systematic suit of methods to extract action-

able information from online platforms. We develop robust tools to (a) mine important

“events”, (b) facilitate a hierarchical cluster extraction, and (c) model the dynamics of an

ecosystem (here, malware authors). Our approaches have the following main advantages:

(a) we develop complete tools for each of our methods which provide visual and intuitive

information and can be operated even by a savvy users, (b) our tools can operate in unsu-

pervised way without any apriori knowledge, (c) critical hierarchical patterns can also be

discovered using one of our methods, and (d) we can track the hackers across platforms and

understand their dynamics by profiling them.

Our study concludes in three key takeaway messages: (a) online platforms hide

significant amount of security related important information which can be mined system-

atically and can be used even for early detection of critical events, (b) hackers leave online

footprints, collaborate among themselves, brag about their hacking successes even in secu-
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rity forums and can be spotted using our tool, (c) malware development are on the rise

targetting even macOS and iOS which are thought to be safer. Our initial findings are just

the beginning of a promising future effort that can shed light on this online malware author

ecosystem, which spans software repositories and security forums.

The current work thus can be seen as a building block that can enable new research

directions. Follow-up efforts can use our approach to (a) detect emerging trends, (b) monitor

malicious activity, (c) develop new capabilities on top of our methods, and (d) identify

influential hackers towards safeguarding the Internet.
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